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ABSTRACT 
The aim of GUISET (Grid-based Utility Infrastructure for SMME Enabling Technology) 

architecture is to provide and deliver e-services to Small Medium and Micro Enterprises 

(SMMEs), who are most of the time resource-constrained, by taking advantage of transitions 

and technological developments toward Service Oriented Architecture (SOA) within the 

software industry. Web Services (WS) is one of such technology that has received widespread 

adoption within SOA for implementing services. However, the acceptance of Web Services has 

been facilitated by implementation of core WS-Standards into enterprise application 

development platforms and tools within both the proprietary and Open Source Communities.  

 

Although, for the target group of GUISET, namely the SMMEs, the Open Source platforms seem 

a natural choice as proprietary tools are often expensive and are out of their reach. However, 

even within the open source communities there are many platforms with different 

characteristics and features. A major challenge is how to choose the appropriate platform that 

is suitable for GUISET services scenario. One question that is crucial to addressing this challenge 

(especially within the context of GUISET) is: can a comparative study of existing WS 

development platforms be used in recommending one for GUISET services? This is the central 

goal of this research. Our aim was to test the performance of a few leading open source WS 

platforms with the aim of determining their suitability for developing GUISET services under an 

e-commerce scenario and thereby use this to recommend an open source WS platform for 

GUISET services. 

 

In addressing and answering the question, three web services platforms were selected based 

on some specified criteria for evaluation, namely Axis2, CXF and Metro. The evaluation was 

performed theoretically and experimentally. Theoretically, the evaluation presents some 

quality attributes of the selected platform and experimentally, the evaluation presents their 

runtimes based on marshalling, unmarshalling and round trip times. The result shows that 

Metro performs better than either Axis2 or CXF. Metro is therefore the recommended platform 

but highlights on the potential of Axis2 and CXF were given in cases where they might be 

beneficial. 
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CHAPTER ONE 

INTRODUCTION 

1.1 Overview 

 

Service Oriented Architectures (SOA) are gaining popularity as businesses tend to be more 

responsive and flexible in their communication and meeting customer’s need through new and 

existing technologies (Hodgman, 2007). SOA enables information sources and software 

functionality to be delivered as individual business service units, which are distributed over a 

network and also combined to create business application which helps in solving complex 

problems. SOA is implemented with the Web service (WS) idea. WS as well as grid services are 

attracting significant industry interest as a low cost and flexible technology alternative for 

delivery of on-demand business processes. As these technologies becoming well accepted, so is 

the platform for its development and deployment and Web Service Platform is one of such 

tools. 

 

The construction of SOAP (Simple Object Access Protocol) processors such as clients, servers 

and gateways through the use of a framework is known as Web Service Engines. According to 

(Bayer, 2010), “A SOAP engine is considered a server or a library that transforms SOAP 

messages into invocations and vice versa” thus it is considered a necessary requirement for 

web service invocation (Markus et al, 2009).  For any Web Service Provider toolkit, the core 

layer is said to be the SOAP engine layer (Asif et al, 2007). Web Service engines and tools 
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provide a way for efficient compression, and representation of data and also efficient 

processing of XML.   

 

A technology that has received wide adoption within the Service Oriented Computing (SOC) 

community for implementing Service Oriented Architecture is Web Services (Legner & Heutschi, 

2007). Web Services provide standards-based interfaces for service description, discovery, and 

message definitions to invoke the services. Despite the fact that Web services and service 

oriented architecture have gained ground with the assurance of solving problems in traditional 

software, the key factors that compel software professionals to embrace Web services and 

related technologies are interoperability, modularity and composability; there is then the need 

for tools that meet the key requirements for development and deployment. 

 

The Popularity of Web Services technology has enhanced the enterprise adoption of the Web 

services core standards. This enterprise adoption progression is made possible by what Web 

Service Engine has to offer based on the support from both the open source community and 

product vendors (Markus et al, 2009). Owing to the source code and the entire build system of 

an open source web service engine that is made available, the SOAP engine can be modified 

based on the requirements of a particular software development: allowing the removal of 

unused parts and reduction of the footprint of the software. 

 

A SOAP engine is equipped with some interesting functionalities such as the ability of adding 

Web Services support to a software product. A SOAP engine packaged together with the 
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software product may allow its details to be hidden from the client and then the installation 

guideline can be obtained through the software product guide. It all depends on which is most 

convenient to the specific application that it is meant for, e.g. e-commerce. 

SOAP messages are simple Extensible Markup Language (XML) documents (Box et al, 2000).  A 

SOAP engine often has to do more than process SOAP messages. For example, Web Services 

Description Language (WSDL) documents have to be created, requests have to be sent out and 

the lifecycle of service objects has to be managed properly. In all, new standards and 

requirements also apply.  

This research work particularly focused on evaluating the performance of different Web 

services engines focusing on deploying e-commerce on-demand web services requirements of 

the GUISET (Grid-based Utility Infrastructure for SMMEs Enabling Technologies) architecture as 

it concerns SMMEs (Small Micro and Medium Enterprises). It starts by inspiring the need for 

testing the performance of Web Services Platforms and continues by giving a brief background 

on the move from Software-as-a-product (SaaP) to Software-as-a-service (SaaS) with the 

benefits of its adoption by the Service Oriented Computing Community and then establishes 

the problem this dissertation is tackling.  The goal and objectives set out to address the said 

problem and also the importance of the research were established. The methodology that was 

employed in addressing the problem is discussed next and finally the organization of the rest of 

the thesis is introduced. 
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1.2 Statement of the Problem 

 

SOA primarily is based on reusability and interoperability. The idea of SOA is that any business 

utility that can be reused is a principle candidate to be exposed as a service. The service idea is 

particularly, relevant to the need to empower SMMEs as active providers of software services. 

This idea formed the bedrock of our research center’s focus known as Grid-based Utility 

Infrastructure for SMME-Enabling Technologies (GUISET). A major requirement in our GUISET 

infrastructure is a well researched adoption of a suitable (Web Service) platform that would 

facilitate rapid development and deployment of service components.  

 

Web Services is currently the accepted industry standard for implementing SOA. 

Implementation of Web services can be carried out on both proprietary and open source 

platforms. The open source option seems the way out for SMMEs, which are constrained by 

limited or no access to expensive software tools. But a critical question they face is: Which open 

source platform has the right functionality and performance for GUISET Web Service 

development in some specified scenario? 

Existing approaches to software testing have focused mostly in the area of Object-oriented and 

Component-based development tools and platforms. The evaluation of platforms for SOA has 

remained in its infancy partly because research in the area is still emerging. It was, therefore, 

the aim of this study to carry out a comparative study of some leading open-source platforms 

for developing Web services.  
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1.3 Research Question 

 

The key research questions addressed by this work are: 

I. How can a comparative study of existing web services development platforms be used 

in recommending platforms for GUISET services? 

II. Which open source platforms have the right functionality for GUISET Web Service 

development in some specified scenario? 

 

1.4 Rationale of the Study 

 

The SMMEs have been identified in various studies as crucial to the economic empowerment 

and development of most developing countries of the world. However, many of them are still 

lagging behind in access to digital opportunities. They lack the required infrastructure and tools 

to participate in the global marketplace. Various governments and non-governmental 

organizations have, therefore, rolled out a lot of initiatives to address this challenge faced by 

SMMEs.  

 

It is in view of complementing initiatives addressing the challenges that our research center has 

crafted an architecture named GUISET (Grid-based Infrastructure for SMME-Enabling 

Technologies). The main focus of GUISET is to provide an e-infrastructure for on-demand 

service delivery to the SMMEs. The GUISET idea would meet the above mentioned challenge  

for the following reasons: 
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i) First, it is based on utility computing concept where the consumer of the service does not 

need to own the infrastructure that provides the service but pay-per-use. 

ii) Second, it follows a service-oriented computing approach, which means that the cost of 

application development can be drastically reduced through reuse of existing service 

components available on the network. The import of this is that SMMEs are not only consumers 

of services, but can act as active providers of services and thereby shift the traditional 

dominance of big corporations as providers in software market. 

 

Various research endeavors within our research center are geared towards realizing the GUISET 

idea. However, a major issue that was yet to be addressed by our research was the choice of 

the right open source platform that meets some criteria for developing services.  This research 

aimed to address this issue by conducting a comparative analysis of existing open-source 

platforms for developing Web Services.  

 

The evaluation of Software is an entire field in the Information Systems profession that includes 

usability testing, functionality testing, performance testing and benchmarking. While, there are 

various studies carried out to test performance of tools for Object-Oriented and Component 

based application development environments, very few studies have been targeted at 

performance of Service oriented tools and thus the need for this study. It was envisaged that at 

the successful completion of this study, it would help Web service developers to decide on the 

relative merits in using specific open source platforms for specific scenarios.  
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1.5 Research Goal and Objectives 

 

The expected outcome of the research as was conducted and the objectives used towards the 

goal is as described below. 

 

1.5.1 Research Goal 

 

The goal of this research was to evaluate the performance of a few selected open source web 

service development platforms with view to recommend one for developing a GUISET services. 

1.5.2 Research Objectives 

 

The above stated goal was realized as the equivalent of the following set of objectives: 

I. To form selection criteria for web services engines to be investigated. 

II. To provide a comprehensive taxonomy of features of selected Open-source 

platforms for Web Service development. 

III. To setup an experiment that would compare the performance of selected 

platforms. 

IV. To use the results to recommend a suitable platform for GUISET service 

development. 

1.6 Research Methodology 
 

The methodology that was employed in this study was both theoretical and analytic. It involved 

the following research activities; Literature survey, Choice of Testing Tools and Formulation of 

Test Cases, and Experiments to test the Web Service platforms. 
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1.6.1 Literature Survey 

 

A comprehensive survey of existing body of work relevant to this study was carried out as it 

concerns SOA, Web services, SOAP engines, and software testing. Particularly, investigation of 

features of some leading open source platforms for Web services was performed and was used 

to come up with a set of required features in GUISET. Existing tools for software testing were 

then assessed and  their applicability to our test case was identified.  

1.6.2 Choice of Testing Tools and Formulation of Test Cases 

 

Based on knowledge gained from literature survey, criteria for selection of test cases were 

formed, a list of test cases for the performance analysis was drawn up and design criteria 

specified for the performance evaluation. The Testing tool selected for performance testing was 

SOAPUI, which is a tool for testing SOA and the following performance metrics were 

considered; Marshalling Time, Unmarshalling Time and Round Trip Time. 

1.6.3. Testing Experiment 

 

This phase of the work was carried out in two different approaches. First is the Qualitative 

analysis where a theoretical qualitative comparison of each selected tool was presented with 

regards to their architectures and underlying models. Second, is the Quantitative analysis 

where performances testing of the selected SOAP engines with their native binding frameworks 

were carried out to test the speed at which they can process XML documents based on the 

metrics identified. 
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1.7 Organization of Dissertation 
 

 The remainder of this dissertation is organized as follows: Chapter two presents an in depth 

state of the art review of theories and concepts of SOA and platforms for its deployment. 

Chapter three presents some of the relevant related works in software evaluation of open 

source tools and classifying them based on their limitation to this project. The criteria for 

selection of each of the Web Service engine under investigation were described and qualitative 

analyses of each of the selected platforms were performed with merits and demerits were 

explained in Chapter four. Chapter five describes the quantitative analysis, where the test 

environment, performance evaluation and analysis of results of the performance test as was 

performed were highlighted and analyzed. In conclusion, chapter six gives a summary of the 

entire research work performed and proper recommendation of the evaluated SOAP engines 

and possible future work. 
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CHAPTER TWO 

BACKGROUND CONCEPTS 

2.1 Introduction 

There is growing recognition of the role of Service oriented computing as it regards SOA and 

Web services in the realization of reusability of assets, interoperability and flexibility among 

platforms and other technologies as well as reduction in both operational and developmental 

cost. A Web service is a middleware technology for the purposes of integrating enterprise 

applications over the Internet (Ng et al, 2004). The integration is achieved by Web services 

support for loosely coupled SOA and messaging, which further allows heterogeneous systems 

and applications to be programed in different languages and technologies to interoperate with 

one another. A good number of applications in areas such as scientific computing, e-commerce 

grid computing, utility computing and finance have been exposed as Web services. Owing to 

this, many platforms exist for Web services implementation. The question that might arise is 

what performance level is shown by most Web service implementations. 

 

As was specified in the preceding chapter, the goal of this research is to evaluate a few leading 

open source web services platform. Therefore, this chapter of background concepts serves as a 

foundation for the theories which this study was built upon and it is based on literature within 

the area of SOA and its implementation - Web Services and underlying architecture with a 

special focus on SOAP and WSDL and most importantly, the GUISET architecture. This literature 

is supposed to give enough knowledge within the subject area especially as it concerns open 

source tools and platforms for developing web services and to enable the understanding of 
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performance of software testing on the specific tools (Web service engines and Binding 

frameworks) which this research work is meant to cover.  

 

The Chapter is divided into five sections. The first section provides a general overview of our 

Centre’s broad research project, GUISET and the specific requirement of GUISET which this 

research work is meant to address, while section two discusses SOA, Web Services as its 

implementation with an extension on Web services standards and an insight on Grid services. 

Section three describes development environment for Web Services with focus on open source 

platforms (its requirements and taxonomy of features). We further overview of Web services 

engines, Data Binding Frameworks which are the basis of software testing that this research 

work addressed. Section four then discusses software testing, as it concerns this research work. 

The concluding section is followed by a summary of the chapter. 

2.2 Service Oriented Architecture 

Service Oriented Architecture (SOA) has gained a lot of attention over the last years as it was 

viewed as an architectural paradigm and discipline that builds infrastructures which enables 

service consumers and service providers to work together across heterogeneous domains of 

technology and ownership (Nickull et al 2007). Services in SOA are the main catalyst of 

electronic data communication but still they have need of further mechanisms to be able to 

function. 

 

Service Oriented Architecture (SOA) as a paradigm is used for organizing and utilizing 

distributed capabilities that may be under the control of different ownership domains and 
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implemented using various technology stacks (MacKenzie et al, 2006). In general, organizations 

can create or provide services that can be used in both solving and supporting solutions for the 

shortfalls encountered in the course of running their businesses. It is then expected that a 

service need can be met by services offered by service. 

 

An apparent significance of SOA is that it provides a good structure for matching both the 

services provided and the services consumed and combining them to tackle the needs of other 

services by pulling other services (Nickull et al, 2007).  Therefore it can be said that SOA is a 

“view” of architecture that focuses in on services as the action boundaries between the needs 

and capabilities in a manner conducive to service discovery and repurposing. 

According to (Myung-Hee et-al, 2009), the main idea of SOA is to provide loose-coupled 

components between software components in a view of service implementation and to realize 

business services in a view of enterprise goal (Myung-Hee et al, 2009). More than anything, SOA 

is an architecture that means it does not necessarily describe the technology involved in 

computing, but defines a framework which allows programs and services to interact. To actually 

function, a SOA-based system needs the technology parts, i.e. a set of commonly agreed-upon 

computing standards. SOA are basically standardized, which could be termed industrial 

standard and implementation standard. Web Services and relating technologies are still in 

development but acts as SOA’s implementation standard. 

2.3 GUISET 

GUISET which is an acronym for Grid Based Utility infrastructure for SMME- Enabling 

Technology is a research project based on the concept of Services (Service Oriented 
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Architecture, web Services and Grid Computing), Utility Computing and e-commerce. According 

to (Kabanda et al, 2006), GUISET is motivated by the emerging Service Oriented Architecture 

and ongoing technological convergence between grid services and web services which is 

creating trends towards Information technology (IT) service provisioning as utilities and the 

provision of such a technology that will be affordable for Small Medium and Micro Enterprises. 

The GUISET research project envisaged a future where small businesses (SMME) will act as 

service providers and provide services at a cost to its clients based on quality of service 

requirements. 

 

The main idea of GUISET is to provide an e-infrastructure, which would enable SMMEs to pool 

their resources and expertise together for the sharing and collaboration among themselves and 

their partners (Adigun et al, 2006). The proposed GUISET architecture categorically stated the 

need for a concrete application building and deployment infrastructure. 

However, for GUISET to effectively function in meeting the business needs of the target 

SMMEs, it must be built /deployed upon a development environment that would fulfill the 

needs of SMMEs. In fulfilling the needs of SMMEs and eliminating the barriers to successful 

implementation of IT in small businesses, the GUISET architecture was formed. 

2.3.1 The GUISET Architecture 

 

GUISET architecture is a typical Service Oriented Architecture with three layers that uses 

resources from a pool to grant service requests. These layers are multimodal interfaces layer, 

Middleware layer and Grid infrastructure layer. 
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The multi modal interfaces layer of GUISET comprises, integration of application interfaces 

which are meant as SMME enablers. Here, services would be exposed as Interfaces of different 

applications, therefore, rendering information to the user. The middleware Layer is the utility 

broker which enables for dynamic service selection and resource sharing. The middleware layer 

was seen as an integral part of this research work since the SOAP Implementation is a 

middleware technology. 

 

Figure 2.1: The GUISET Architecture (Adigun et al, 2006) 

 

The grid infrastructure layer, which is the resource repository, is made up of low level resource, 

knowledge resource and services. For the context of this research work, services are more of 

paramount importance and in a Service Oriented Architecture, all the concept of the 

architecture is viewed as services. GUISET as a Service Oriented Architecture is assumed to have 

the functionalities applicable to Service Oriented Architectures like the delivery of Software as a 

service and the publish-find-and-bind principle of Web services 
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2.3.2 GUISET Services 
 

In the context of GUISET as architecture, there would be a set of functions that GUISET is meant 

to accomplish as a Service Oriented Architecture with Web Services as its implementation 

standard. As a Service-Oriented Computing Architecture, GUISET utilize services as fundamental 

elements for developing application, therefore, the services are basically derived from existing 

e-commerce on demand services and they are as follows; From the business point of view as 

was obtained from existing e-commerce on demand platforms:  Cataloging, Product 

Categorization, Software as a service, Smart Search Capabilities, Storefronts Order processing, 

Order Integration, Credit Card Processing, Personalization etc. (Demandware Whitepaper, 

2008), but from technology point of view as it is based on web services, the services are 

envisaged as follows: Service Provider, Service Broker and Service requester.  

In the case of being a Service provider, GUISET will act as a platform that holds the 

implementation of the service, as a broker, will act as both public – where services are 

universally accessible, and private – where only specified sets of service requesters are able to 

access the service and also as a service requester, will then act as an application that looks for 

and invokes a service. 

2.4 Web Service as an SOA Implementation  

Recently, Web Services technology, especially those technologies based on WS- Standards 

played a key role in the realization of SOA thus acting as its implementation standard (Mahmud, 

2005). Although “web service” is a well-known term, it has no universally accepted definition. 

The definition of Web Services has aroused arguments within the W3C Web Services 

Architecture Working Group (Muracevic et al, 2009). According to W3C, “A Web service is a 
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software system designed to support interoperable machine-to-machine interaction over a 

network. It has an interface described in a machine-processable format (specifically WSDL). 

Other systems interact with the Web service in a manner prescribed by its description using 

SOAP messages, typically conveyed using HTTP with an XML serialization in conjunction with 

other Web-related standards” (Booth et al, 2004). The puzzlement about Web services arises 

because there is confusion with the enabling technology not the concept. Web services in 

general is viewed as the subsequent stage in the progression of the Internet, beyond static web 

pages and transactional Web sites, Web Services are about application talking to other 

applications over the Internet via XML-based middleware standards. 

In spite of the intricacy of describing web services, there is a general acceptance that the web 

service concept is an SOA with some limitations to it: Interfaces have to be based on Internet 

protocols such as HTTP (Hyper Text Transfer Protocol), FTP (File Transfer Protocol), and SMTP 

(Small Message Transfer Protocol). Except for binary data attachment, messages are required 

to be in XML.  

 

The goal of the Web Services effort is to achieve interoperability between heterogeneous 

systems and applications by using Web standards. Therefore, Web Services use a loosely 

coupled integration model to achieve flexible integration of heterogeneous systems in a variety 

of domains including business-to-consumer, business-to-business and enterprise application 

integration (Tingbin et al, 2007). Web Services Description Language (WSDL), Simple Object 

Access Protocol (SOAP) and Universal Description, Discovery, and Integration (UDDI) are the 
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specifications that initially define Web Services.  WSDL and SOAP are seen as the two most 

important protocols due to its direct relationship with messaging. 

WSDL introduces and provides the language needed in specifying information required for 

communication with a Web Service, this includes the service interface, location and the various 

communication protocols it supports. SOAP is an XML messaging protocol and communication 

protocol used for basic service interoperability and information exchange in both 

heterogeneous and distributed environment. 

 

Figure 2.2: Service roles and interactions 

 

In addition, the fundamental messaging infrastructure used by other components and services 

of Web Service in a typical Web Service architecture is provided by SOAP. SOAP is a lightweight, 

stateless, communication protocol that provides an extensible XML framework for message 

exchange in a distributed environment. However, it is not tied to any programing language and 

it can also be used over a number of transport protocols (Govindaraju, 2004). The structure of a 

SOAP message is an envelope containing a header and a body. The message payload is carried 
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by the body and the header carries the other optional components. SOAP, by design, is 

independent of network protocols, but most current SOAP implementations use the HTTP 

binding due to its wide availability and ability to go through firewalls. 

UDDI provides the infrastructure required to publish and discover services in a systematic way. 

Together, the specifications allow applications to find each other and interact following a 

loosely coupled, platform independent model. 

                                                          

There is also another technological different web services in existence: Rest Web service. Rest 

Web services are presumed to be more web-oriented, loose coupled, efficient, intuitive and 

simple. On the other hand, this approach is less formal and does not provide user with standard 

description language, discovery service or complex security model, which is delivered by the 

SOAP features. That is why SOAP approach of Web Services is more likely used by big 

enterprises, which are not likely to risk and is more conservative environment.  REST aims to 

take advantage of all HTTP and Web features and it consists of a URI, HTTP AND XML. REST as 

defined by Rodrinquez, is “a set of architectural principles by which Web services that focused 

on a system's resources, including how resource states are addressed and transferred over 

HTTP by a wide range of clients written in different languages can be designed” (Rodrinquez, 

2008). 

 

W3C and OASIS Open acts as the two standardizing bodies which works on Web Services core 

standards and their enhancements. Most of these specifications that is relevant for this 

research work will be addressed later in this chapter.  In all, Web Services has also emerged as 
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the architecture of choice for grid standards such as the Web Services Resource framework 

(WSRF) (Globus Alliance, IBM and HP, 2005). Web service based specifications are now widely 

used to represent, discover and communicate grid services. 

2.4.1 Grid Services 

 

Before going on to discuss Grid Services, Grid computing on itself should be described. Grid 

computing is perceived as  a form of distributed computing in which the use of disparate 

resources such as compute nodes, storage, applications and data, often spread across different 

physical locations and administrative domains, is optimized through virtualization and collective 

management (Srinivasan et al, 2005). According to (Ying et al, 2004), Grid computing is shifting 

towards a Service Oriented Architecture based on web services framework owing to its ability 

for resource and power sharing, and high degree of usability and interoperability. Thus Grid 

Services are seen as Web Services with improved characteristics and services (Li et al, 2005). 

From the understanding of Web Services as the technology of choice for Internet-based 

applications with loosely coupled clients and servers makes them the natural choice for building 

the next generation of grid-based applications. However, Web Services do have certain 

limitations. In fact, plain Web Services (as currently specified by the W3C) would not be helpful 

for building a grid application thus the extension to grid services.  
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Figure 2.3: Web Services Protocol Architecture (Ferguson et al, 2003) 

A Grid service is defined simply as a Web service that follows a set of conventions which could 

be interfaces and behaviors that describes the way a client interacts with a Grid Service (Foster 

et al, 2002). For instance, Grid services can be defined in terms of standard WSDL (Web Services 

Definition Language) with minor extensions, and exploit standard Web service binding 

technologies such as SOAP (Simple Object Access Protocol) and WS-Security (Web Services 

Security) (Grimshaw & Tuecke, 2003). 

2.4.2 Web Services Standard 

 

Web Services are now one of the key technologies in today's software industry. As a result, 

there is a rapid development process and the stack of interrelated standards that characterize 

the Web Services infrastructure is maturing continuously. The growing collection of WS-* 

standards, supervised by the Web Services governing bodies defines the Web Service protocol 

stack, as shown in the web services protocol architecture depicted as Figure 2.3 of this chapter. 

The figure is a graphical representation of the different categories of standards and 

specifications and how they are contained within the context of a web services framework. 
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Here, we will be looking at the standards that are specified in the most basic layers: messaging 

and description and discovery. 

The messaging standards are intended to give a framework in order to exchange information in 

a distributed environment. These standards have to be reliable so that the messages are sent 

only once, and only the intended receiver receives them. This is one of the primary areas 

wherein a lot of research work is being done, because everything depends on the messaging 

ability.  

2.5 Tools and platforms for Implementing Web Services 
 

There are a lot of tools in both the Market-place and in the Open Source communities for 

developers to use in building and deploying Web services and Service Oriented Architecture 

(SOA) applications. As stated by the Soap Ware organization as of 2006 that they are more than 

seventy Web services toolkits for a variety of platforms and programing languages like C, C++, 

Dephi and Java. These toolkits differ in their languages, implementation model, API, binding 

style and even performance (Shirasuna et al, 2002).  

 

Tools and Platforms for implementing Web services are seen as general-purpose technology 

platforms which functions beyond its basics. Gartner believes that the significant influence 

exhibited by most web service platforms causes Web services technologies and standards to be  

good indicators of their effect on enterprises' service-oriented architecture (SOA) 

implementations and software architectures in general (Smith et al, 2005).   

A Web services platform presumably is an integrated entity that implements Web services 

specifications to enable the development, execution and management of SOA applications and 
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content based on Web services technologies. The individual parts of a Web services platform 

cannot serve as a comprehensive platform unless they have underlying integrative processes 

and technology. Web services Platform provides three core subsystems which are Invocation, 

Serialization and Deployment and the former two are basically messaging (Hassen, 2002).  

2.5.1  Web Services Engine 

 

Web Service Engines is a framework for the construction of clients, servers, gateways, libraries   

and others known as SOAP processors. A Web service engine that is based on the SOAP 

protocol is known as a SOAP engine.  A SOAP engine is a SOAP processor that transforms SOAP 

messages into invocations and vice versa (Axis User Guide, 2005). The core layer of any Web 

Service Provider toolkit is the SOAP engine layer (Bayer, 2010). However, the main function of 

the SOAP engine is manipulating SOAP to a certain extent. Since this work is basically concerned 

with the open source SOAP engines, the description of some its feature is given hereunder. 

The Open source SOAP engine makes its source code available. The source code that is made 

available makes it possible to modify the SOAP engine according to the needs of the particular 

software development: it is feasible to navigate, edit or remove unused parts and reduce the 

footprint of the software. 

 

One of the reasons that have caused Web Services technology to be popular in reaching 

enterprise adoption of the core standards is made possible by Web Service Engine offerings 

from both open source community and product vendors. 



 

Figure 2.4: Using a SOAP engine to expose functions (Bayer, 2010)

  

Web Service engines and tools provide a way for data compression, data representation 

efficiency and efficient processing of XML. Web Services support 

product using SOAP engine. Figure 2.4 depicts how A SOAP engine is used in exposing 

SOAP messages are simple XML documents. SOAP messages

But the SOAP is required to do more than that. For instance

the dispatching of requests and the management of

functions can even get more complicated 

need to be applied.  

The use of an open source SOAP engine 

vendors. The benefits might lay in the 

who are a valuable source of support, documentation and bug
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Figure 2.4: Using a SOAP engine to expose functions (Bayer, 2010) 

rvice engines and tools provide a way for data compression, data representation 

efficiency and efficient processing of XML. Web Services support can be added 

. Figure 2.4 depicts how A SOAP engine is used in exposing 

SOAP messages are simple XML documents. SOAP messages are processed by A SOAP engine

But the SOAP is required to do more than that. For instance, the creation of WSDL documents, 

the dispatching of requests and the management of the lifecycle of service objects. 

more complicated especially when new standards and requirements 

an open source SOAP engine is always a good option for both users and software 

might lay in the large user communities of some open source projects 

a valuable source of support, documentation and bug-fixing. 
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2.6  Software testing 
 

According to Srivastava, “Software testing is any activity aimed at evaluating an attribute or 

capability of a program or system and determining that it meets its required results” 

(Srivastava, 2009).  

Software testing is usually performed at different level in the phases of a development process. 

The object of the test can consist of either the entire program or part of the program. This 

could be a functionally or structurally related or a single module of the program. Before a test is 

conducted, there has to be laid out objectives as to reason for the testing.  

Service Oriented Architecture (SOA) now form the fabric of IT infrastructure, and has then 

resulted in active and aggressive testing of Web Services to be seen as essential (Mallal, 2010). 

Web Services and their platforms are now liable to comprehensive Functional, Regression, 

stress, load, Performance, Interoperability and Vulnerability Testing that form the Pillars of SOA 

Testing. Comprehensive testing gives the assurance needed to ensure the robustness, 

scalability, interoperability and security of SOA and its underlying technologies. This research 

work will focus on Performance testing of SOAP Engines and Data Binding Framework which 

would be evaluated against various performance criteria of scalability, throughput and speed. 

2.7 Chapter Summary 
 

The chapter has presented a background on this research work as it concerns GUISET as a 

project, architecture and service and, therefore, indicating the gap that need to be filled which 

the choice of a web service development upon which GUISET as a service can be deployed. The 

concepts and technology such as SOA and their standards, web services and grid services 
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whereupon GUISET is based were discussed. It was also highlighted that there exists a whole lot 

of platforms both for free and commercial purposes, however to make a choice amongst them 

is a difficult issue. The chapter has shed light on what this research is to accomplish. Quite a 

number of features of a web service platform were presented. And lastly, software testing and 

modeling was emphasized. In the next chapter which is chapter three, state of the art related 

work of performance evaluation of platforms associated to web services was presented. 
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CHAPTER THREE 

LITERATURE REVIEW 

3.1 Introduction 
 

Services are the key element of service oriented computing. Applications can be brought 

together out of numerous independent, loosely coupled and distributed services, in the service 

oriented computing model, (Bichler and Lin, 2006). The alternative to implementation of 

services from a technical point of view is the use of Web services. Web services are based on 

different XML-based languages for exchange of data and description of interfaces as used in 

SOAP and WSDL. SOAP provides the fundamental messaging infrastructure used by other 

components and services of Web service, supporting XML document exchange. The SOAP offers 

advantages which include simplicity, portability and extensibility; however, efficiency in some 

instances of performance is sacrificed. Subsequently, there is the need to test whether the web 

service middleware perform well in production environment. Another question that arises is; 

what are the performance bottlenecks applicable to Web service, which can then be used for 

performance evaluation of SOAP engines. 

 

Previous research endeavors has been directed at comparing different web services engines in 

different instances and scenarios.  One thing is that their performance differs and the outcome 

of their efforts does not necessarily meet the performance objective as limited by this research 

thus leaving a gap to be filled as it regards GUISET architecture and underlying services.  This 

research work as was previously indicated in both chapter one and two is aimed at evaluating 

the performance of web service engines, with their data binding framework in a specified 
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scenario by performing what qualitative and quantitative evaluation. This chapter highlights the 

performance bottlenecks associated with web service and related work as it concerns this 

research work. First of all, the Performance constraints which were identified to be the binding 

framework used, the Parsing model and the software architecture were discussed. Secondly, 

the related work on performance evaluation of SOAP implementation and how it connects or 

disconnects from this research work is also discussed. The chapter then concludes with a 

summary of the reviewed literature as it relates to the goals and objectives of this research 

work. 

3.2 Web Services Engines Performance Constrains 
 

Performance has been identified (Machado et al, 2006) as one of the most imperative criterion 

in the selection of the most appropriate Web Services Toolkit. In addition, it is also said to be an 

aspect of Quality of service. 

Web Service Platform limitations and delimitations are based more on XML messaging which 

happens specifically when XML data is sent over the wire, and the process of conversion of data 

takes place; it undergoes the process of Serialization and deserialization. The diagram in Figure 

3.1 denotes the stages of sending and receiving SOAP messages in a web service environment 

which in turn involves serialization and deserialization. 
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Figure 3.1: Stages to send and receive SOAP message (Chiu et al, 2002) 

3.2.1 Sending SOAP Messages 

 

According to Chiu et al (2002), the sending of a SOAP message is separated into several stages, 

as represented in Figure 3.1. Although these stages most times are not directly represented in 

the code, it still provides functional background for debate. 

1. Traverse data structures representing message:  The traversal of data structures 

representing a message begins when a SOAP message is imparted to correspond to the 

structure of the sSOAP XML.  In serialization, this traversal is a minor process since the traversal 

of each leaf element can be done with simple operations like member offset calculations, array 

indexing, or pointer following. 

2. Conversion of machine representation of data: The conversion of the strings or numbers is 

done in this stage. These strings and numbers form part of the actual data in their machine 

representation form. These strings and numbers may either require some processing to convert 

or may be simple and fast in performing conversion.  
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3. Write data to buffer: The form in which the data is stored can have an effect in the number 

of memory operations required. Therefore, at this stage, the storage of the data with its 

corresponding XML tags takes place. 

4. Initiate network transmission: At this Stage, the contents of the memory buffer are 

transmitted through the operating system. This may require either one or more system calls. If 

the latter, buffering would use more memory especially when there is a large message. 

Alternatively, a vectored send can be used which would concatenate multiple memory buffers 

in one send call.  

The network transmission is usually over TCP/IP. Since TCP/IP requires one packet exchange 

before transmission can begin, establishing a separate connection for each message adds a 

round-trip delay to each message. 

3.2.2  Receiving SOAP Messages 

 

The receiving of a SOAP message is assumed to be the opposite of sending a SOAP message, but 

the issues are rather dissimilar. Theoretically, the procedure involved in receiving a SOAP 

message is divided into four stages: 

1. Read from network into memory buffer: From the operating system, a SOAP message is 

read into a memory buffer. A system is required; therefore, the number of system calls is 

reduced based on the amount of data read. The number of cache misses can be increased or 

decreased based on whether the amount of data is large or small to fit into the cache. 
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2. Parse XML: At this stage, the syntactic constructs of an XML is identified as parsing takes 

place. This parsing normally involves a state machine of some kind. There are some accepted 

models for XML processing, the Document Object Model (DOM), the Simple API for XML (SAX) 

and the Streaming API for XML (StAX).  

3. Handle elements: The content of each tag gets interpreted as soon as the tags are identified. 

The tags would be presented by the parser in the form of text. Then, the delegation of the 

element interpreted is assigned to the application. This means that the tags must be examined 

after the parser has already made one pass through it. 

4. Conversion to machine representation: Eventually, the conversion of text to the machine 

representation would take place.  

3.2.3 Serialization  

 

Serialization is the process of transforming an instance of a language class into an XML element. 

The inverse process, transforming an XML element into an instance of a language class, is called 

deserialization. Serialization and deserialization is arguably the most important component of 

any platform for Web Services. Furthermore, recent studies (Chiu et al, 2002, Devaram et al, 

2003 and Govindaraju et al, 2004) have identified Serialization and deserialization as one of the 

factors that can affect Web services performance.  

There exist three respective APIs in J2EE for parsing XML documents and they are SAX (Simple 

API for XML), DOM (Document Object Model) and StAX (the Streaming API for XML), each of 

which have relative strengths and weakness. 

The DOM model is an API with a tree structured implemented by building an object 

representation of the XML document in memory. The SAX model has been identified to be 
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suited for applications that are interested only in a few specific elements of the document. 

Another technique that is optimized for cases where the XML elements need to be accessed in 

succession when the elements has been parsed before and need not be visited again is the StaX 

model. 

 

One of these APIs used by binding frameworks is used in transforming an XML element into an 

instance of a language class and vice versa.    

Therefore, all Web Services platform use either a parsing mechanism or binding framework for 

serialization and deserialization of XML data. Consequently based on studies, the performance 

of a Web Service Engine (Web Service platform) as a whole is affected by the efficiency of  

• Binding Framework used  

• Parsing Model (Chiu et al, 2002, Davis & Parashar, 2002, Elfwing et al, 2002, Head et al, 

2005, Govindaraju et al, 2004 and Kolhoff and Steel, 2003) 

• The Architecture (Suzumura et al, 2008) 

3.3 Data Binding Frameworks 
 

The technique that provides a simple and consistent way for applications to present and 

interact with data is regarded as data binding. According to (Balani and Hathi, 2009), data 

binding is the key for all web service development and it means mapping between Java objects 

and message formats which have been exposed by the service's implementation, for instance 

XML or JSON (Java Script Object Notation). SOAP-based web services would use XML as the 

data format, while RESTful services have a choice of using XML or JSON as the data format. In 

the context of this research, data binding is basically XML data binding. XML Data binding 
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provides a simple and direct way to use XML in Web service development platforms 

application. With XML data binding, the actual structure of XML documents can be ignored by 

the application; thereby working directly with the data content of those documents (Sosnoski, 

2003). Alternatively XML binding refers to the mapping of XML documents to and/or from its 

machine representation thereby aiding a simple and spontaneous access to data in XML 

documents. This translates to easy access of data in XML documents. 

3.4 Parsing Model 
 

From the previous section, it was acknowledged that the Parsing model has a great impact in 

the performance of a web service platform. In that vein, descriptions of the three well known 

approaches for processing XML are given below: 

3.4.1 Document Object Model  

Document Object Model (DOM) is a high-level parsing API whose key advantage is ease of use. 

DOM presents applications by way of an in-memory tree-like structure. This tree structure 

allows random-access. This means that DOM parses the entire document and creates them as 

Objects before any part of the document can undergo any other process or action. As soon as 

the document is in memory, navigation is done freely and parsing randomly, thus providing 

maximum flexibility. However, the cost of this flexibility and simplicity results in performance 

penalties which could be a large memory footprint and significant processor requirements 

which increases with an increase in document size. The entire representation of the document 

has to be held in memory as objects for the time the parsing process is active. This might not be 

applicable in the case of working with small documents, because memory and processor 

requirements can escalate quickly with document size. 
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3.4.2 SAX (Simple API for XML)  

SAX also known as Streaming Push Parser is a low-level event based API. The main benefit of 

SAX lies in its efficiency. With SAX,   XML document is parsed then events get generated and are 

then passed to the application using callbacks to handlers that implement the SAX handler APIs 

(Java Web Services Performance Team, 2005). SAX requires the entire document to be parsed. 

SAX, therefore, can be referred to as a programing model involving an XML parser that sends 

XML data to the client as the parser encounters elements in an XML. Irrespective of whether or 

not the client is ready to use an XML data at a particular point in time, the parser sends the 

data at that time. 

 

3.4.3 StAX (Streaming API for XML)  

StAX is an API for reading and writing XML data which is often referred to as pull parsing. 

Streaming pull parsing is one way to processing XML that has proved to be of memory-efficient, 

simple, and convenient while taking charge of both the parsing and writing process.  

Most parsers fall into two main groups: the tree based or event based. StAX is more or less 

closely aligned with the latter; which is event based. The main idea of StAX is to bridge the gap 

between both the tree based and event based. This parsing model combines the efficiency of 

SAX and the ease of use of DOM even with higher level XML constructs.  

StAX allows skipping the document ahead to areas of interest, and getting only the part of the 

document and arbitrarily stopping or suspending processing at any time. Contrary to SAX, the 

lower-level events are pushed by the parser to the application. With StAX, multiple XML 
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sources are allowed to be processed concomitantly. For instance, at the time a document is 

either importing or including another document, the imported document can be processed at 

the same time the original document is also been processed by the application. This example is 

applicable when documents like XML Schemas or WSDL documents are read by the application. 

3.5 The Software Architecture 
 

In recent times, the role of architecture has been widely recognized to determine the quality of 

a software system as a whole(Clement & Northrup, 1996, Garlan & Shaw, 1993, and Perry and 

Wwolf, 1992). The argument has been on the effect of decision making on the quality of 

software at each development phase. Therefore, architectural choices made at each phase of 

development process have the most effect on virtually all quality attributes such as 

modifiability, reusability, reliability as well as performance (Williams & Smith, 1998). 

3.6 Related Work 
 

This section of related work provides descriptive analysis of some significant researches in the 

field of performance evaluation of Web services products and platforms. The key area of 

interest includes, but not limited to open source tools (SOAP Engines and Data Binding 

Frameworks). Performance evaluation of Web services and their development platform is 

entirely a new area with a little previous work. These evaluations are considered specifically 

with regard to their relevance to the aims and objectives of this dissertation. 
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3.6.1  Evaluation of Web Application Technology  

An evaluation of Free and open source e-commerce web application technology with regard to 

SMMEs was carried out to help SMME looking for a means on Internet-enabling business 

(Msimanga et al, 2004). The evaluation was presented by building and deploying a sample e-

commerce application on four J2EE web application containers and four freely available 

database servers which were selected and evaluated based on functionality to perform 

required task, ease of use like complexity of installation of the software, user friendliness of 

interface, amount of documentation and support available. The evaluation was used to 

determine the performance of each server under different loads. In addition to that, the 

software used during each stage of the development and deployment process was evaluated. 

Their experiment focused on open source tools for e-commerce application development and 

not on testing the performance of Web Service tools. Even though the work by Masinga et al 

(2004), are not based on performance of web service tools or web service engines specifically 

but the similarities lies in two attributes which are: 

I. The approach of using some quality attribute of the technology evaluated as a part of 

the evaluation criteria which formed the basis of this research work’s Criteria for 

inclusion of any tool for investigation, 

II. The use of free and open source tools in building web application that meets the need 

of SMMEs.  
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3.6.2 Comparison of XML Binding Frameworks in the Context of Service- 

Oriented Architecture  

The comparison is aimed at objectively performing an evaluation of some popular XML Binding 

frameworks thereby ascertaining the stance of XML binding framework in the context of Service 

Oriented Architecture (SOA) platforms (Padmanabhuni et al, 2005). In their analysis, 

Padmanabhuni et-al stated the role of XML binding in SOA and proceeded to state that most 

XML Binding Frameworks are focused on Code generation from XML Schema. Therefore, they 

started with a schema grammar for documents to be processed and then used the binding 

framework to generate the target source code. They performed a quantitative evaluation on 

selection XML Binding Frameworks based on Marshalling Time, Demarshalling Time and 

Memory Load as parameters. The test was run with three samples of XML differentiated by its 

segmentation factor. The Binding frameworks execution was based on the sample XML placed 

serially in some number of times. The analysis was performed to give practitioners the privilege 

of making informed choices on the appropriate XML binding platform that suits their needs. 

The work concluded that a suitable XML binding framework can be chosen depending on the 

specific requirement of an application. 

3.6.3 Comparison of Web Services Engines 

 

3.6.3.1 Generation-Based Comparison  

Performance analysis of three different Web Services Engines/platforms combined with 

different data binding frameworks were evaluated by Kunti et al (2007). The Web Service 

Platforms were based on first, second and third generation Web Service Engines. The 

performance analysis studies was limited to binding performance, round trip performance, 
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scalability speed and throughput which are directly affected by factors such as the binding 

framework used and the parsing model of the SOAP engine. In testing the performance of 

various Binding Frameworks and SOAP engine, a simple standardized test application was 

designed and the test application consists of web service that took an array of objects as a 

parameter and returned same to client with a defined XML schema. To quantitatively measure 

the performance of both the Binding Framework and the SOAP engine, the system was 

recorded at the critical points along the request-response flow with millisecond accuracy and 

these statistics were calculated based on these parameters: Total Round Trip, Total Marshalling 

Time and Total Unmarshalling Time. 

 

The work of  Kunti et al had some significant influence on this work in the form of the 

parameters used for performance evaluation, but one important pitfall is the evaluation of 

generational platforms of which the result shows that the third-generation SOAP engine is 

better than the first and the second generations. However, evaluation based on generational 

platforms would not give a fair result since later generations normally are meant to be better 

than and to improve on the previous ones. 

3.6.3.2 Programing Languages-Based Comparison  

In evaluation performed at Tokyo Research Laboratory, IBM Research Center,  the performance 

comparison of Web Service Engines in three different programing Languages; which are PHP, 

Java and C was presented (Suzumura et al, 2008). The Comparison was performed in two 

approaches, Qualitative and Quantitative which is similar to the work in this dissertation. In 
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qualitative Comparison, a comparative study of web service support was provided by using 

PHP,  Axis 2 C and Axis2 Java from variety of perspectives as the software architecture, The XML 

processing model, Web Services Standard Support, the programing model and deployment 

model for server providers, has support for Restful service, and other functionalities. In 

quantitative comparison: 

I. they performed four different variation of experimental test which are the Comparison 

of Web Servers without the SOAP Engines to obtain the initial overhead for each 

configuration both in static and dynamic state without a SOAP engine 

II. Comparison with a Web Service example where the web service returns the response to 

a query in the request SOAP Engine. The size of the request message is calculated and 

the response is also calculated based on how many bytes long. 

III. Comparison with a Benchmark Suite. A benchmark Suite for SOAP processing was used 

to echo SOAP messages containing an array of structured elements. In doing this 

evaluation, they came up with the profiling for each SOAP engine which enabled them 

to comment on throughput, and the Memory usage of each SOAP engine which was 

termed the memory footprint. 

The reported work basically created awareness that PHP is a more viable option for publishing 

SOAP/WS based web services unlike in this work which is concentrating on web service 

frameworks built with java programing language. 
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3.6.2.3 Scientific Computing-Based Comparison  

This study reported by Govindaraju et al (2004), compared the performance of some widely 

used SOAP toolkits for various workloads commonly used in scientific computing like varying 

array sizes of doubles, integers and strings. According to the study, it was stated that 

performance study for scientific data structures would aid in the design and development of 

new toolkits and also guide users in choosing appropriate toolkits for their current application 

requirement (Govindaraju et al,2004). The approach taken by this performance evaluation was 

comparing and contrasting the performance of SOAP toolkits based on their performance 

characteristics and other design features that can be used in optimizing SOAP implementations. 

The identification of SOAP features that has effect on the performance was made imperative. 

Their objective of identifying the features of SOAP that affects Web Service performance leads 

to literature review on features like Role of HTTP, Parsing XML, XML generation, etc. The 

insights on various Soap features that affect performance is useful although most of the 

bottlenecks mentioned like parsing XML by the use of either SAX, DOM or Stax is being taken 

care  of with regards to this research work since all the tools used for the evaluation are Stax 

based parsers. 

3.6.2.4 Comparison Based on Stimulated and Actual hosted Environments  

The performance testing approach based on testing both the simulated environment and the 

actual hosted environment was done by comparing performance metrics like response time 

and throughput for web services. It was argued that the testing approach will help developers 

in early life cycle of web services and also in tuning the applications before putting it out for 
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proper use (Tripathi et al, 2010). The performance measurements suggested that from 

modeling perspective web service can be stimulated first and tested for various performance 

metrics, which would also give results close to the original one since simulation and actual 

hosted environment show similar results. Due to this fact, one can actually go on with testing 

simulated web services environment with the assurance that the result would be similar when 

the real web service is published using the tested tools. 

3.6.3.5 Comparison Based on Network Latency  

The experimental evaluation performed in this related work is the latency performance of SOAP 

implementations that operates over HTTP. The experiment set up the client and the server to 

run on separate hosts to enable reports on network delay. Consequently, when the client and 

server are running on separate hosts, SOAP automatically performs poorly (Davis et al, 2002). In 

this work the performance interest is in the processing of XML documents and, therefore, 

network latency is eliminated by allowing the server and the client to run on same system. 

3.6.3.6 Comparison Based on Commercial SOAP Implementation with non-SOAP 

Technologies  

The experiment looks at the performance of contemporary commercial Web Service 

implementations compared to non-Soap technologies like binary/TCP (Ng et al, 2004). The 

results show that SOAP implementations have the ability to deliver good performance when 

handling short messages. 

 

 



41 

 

3.7 Summary of Related Work 
 

Table 3.1: Summary of Related Work  
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3.8 Chapter Summary 

In this chapter, theories and research that influences the goal and objectives of this dissertation 

have been discussed. The main objective of this research as stated in chapter one was to 

evaluate the performance of a few leading open source web service platforms with a view to 

recommend one as the best for developing GUISET services. Therefore, the discussion was 

mainly on performance of web service platform and their associated bottleneck. From the 

discussion, it was pointed out that the constrains that inhibit good performance of web services 

platform is its serialization and deserialization which has a lot to do with the data binding 

framework, Parsing model and the architecture of the system. The chapter has also presented a 

state-of-the-art relevant related work with a summary of their relationship with this research 

work. Subsequently, chapter four as the chapter of comparative study framework will give an 

outline on the web services platforms under investigation and also describe the test 

environment. 
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CHAPTER FOUR 

QUALITATIVE COMPARATIVE STUDY 

4.1  Introduction 

In order to achieve the goal of this research, which was to evaluate a few leading open source 

platforms for web service development, there was the need to choose from the numerous 

existing web services platforms available for evaluation. Consequently, with the aid of the 

Literature Review presented in Chapter Three, decisive factors were formulated to enable the 

selection of evaluation platforms.  Subsequently, three platforms were chosen. In addition to 

this, there was also a need to perform qualitative comparisons of the three chosen web 

services platforms. 

  

The remainder of this chapter is arranged as follows: Section 4.2 gives a description of the 

selection criteria with highlights on each of the selected platforms. The selected Web Services 

Platform is discussed in Section 4.3. Section 4.4 discusses the Qualitative aspect of the 

comparative evaluation of Web Services Engine. In the Qualitative evaluation, the Software 

Architecture, XML Parser and Processing Model, Programing Model and Deployment Model and 

other functionalities were compared. Section 4.5 is then used to compile the Qualitative 

Comparative Framework and Section 4.6 gives the Chapter Summary. 

4.2  The criteria for inclusion of Web Service Engine for Investigation 

The efficiency of a Web Service Engine based on SOAP that can be used in deploying e-

commerce on demand service for SMMEs can be increased by identifying some criteria that are 

relevant to this study. However, choosing a framework for the comparative investigation 
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performed by this work is dependent upon several factors. These factors were set up based on 

some models on the concept and subject of software evaluations.  

Therefore, the criterion for inclusion of any particular platform for comparison is as a result of 

the following factors: Community, Stability and Development Activity, Documentation Support, 

Licensing and Free and Open Source. 

4.2.1 Community 

 

The amount of Community involvement can be said to be a good indicator of interest in open 

source software as was indicated by Golden (2005). Thus, the community is one of the most 

important aspect of an open source software project. The user community of an open source 

project is made up of those that either use or participate in the software. Participation comes in 

different forms like filing bug reports, fixing bugs and extending the software. The community 

of any open source software comprises both the user community and development community. 

When community participation is large and active, then the software is accepted. According to 

Duijnhouwer and Widdows (2005), people get attracted to a software project if the software is 

good enough to use. Therefore, all successful open source projects have a common 

phenomenon, which is a successful, wide-ranging community that supply all that is required to 

sustain and maintain the wide adoption of the software.  

 

In this research work, the community activity was identified based on the on the visibility of the 

community and the activity level. Community visibility, in this case, is observed through the 

project’s website(s) and its friendliness which is based upon the presence of the user 

community and mailing list on the website. The activity level is identified by the amount of 
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posts with regards to variance on dates, number of posts, number of users and response and 

also the friendliness of users towards one another. 

Axis2 website contains a tab named “getting involved” which one can select to join or subscribe 

to the mailing list. There is also the presence of an “Issue Tracking” link which directs to a page 

where issues like bugs, feature requests and other issues on the project can be submitted for 

discussion.  

 

From the research conducted, the Glue Web Service Engine does not seem to have a website 

dedicated to the project.  

 

The CXF website contains a mailing list, issue reporting and FAQs (Frequently Asked Questions) 

links. The activity level based on the post and responses are high from observation. The 

friendliness of the interface on the CXF website is good as well. 

 

The Metro website offers a friendly community and the site and the site also offers of the 

“mailing list”, user forum the issue tracker links.  

 

SpheonJSOAP offers a website with mailing lists, forums, a tracker and support links. The 

community activity on the forum was last updated in 2008 and which points to poor community 

involvement with the project. The mailing list when navigated, does not contain any other 

information on how to either subscribe to or join the mailing list. 
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XINS offers a mailing list where contributions and comments can be made. A forum can be 

accessed through the Sourceforge website. This forum is further divided into Open Discussion, 

Help and Announcement. Sections on the Open Discussion contain no post. The latest activity in 

the Help Section was July 2009 and the announcement in 2011. 

4.2.2 Documentation Support  

Documentation in this context refers, to the availability of information resources like user 

guide, books, release notes, installation guides, tutorials and active community and support 

groups.  An information system that is not available when needed is almost as bad as none at 

all. The documentations could be scattered over a number of locations or the core 

documentation might often be short with little or no information. In addition, Information that 

is valuable and useful could be hidden away in the source code and only available to 

experienced programmers.  

The open source community comes in handy to offer help and support. The archived mails from 

the mailing list offer support through the information available and responses to questions.  

In detailing the concept of the availability of technical information and the extent to which a 

non-technical person can understand the said available documentation, as well as the level of 

support present for each of the SOAP engines under review, are presented as follows:  

 

Documentation in Axis2 is well detailed and it comes in the form of both User Guide and 

Tutorials. The support groups and communities provide helpful answers to questions and 

problems. 
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The documentation provided by CXF is good and explanatory information can be understood 

even by first-time developers. 

Glue has limited or no documentation, because it is also available in a commercial option which 

would in most cases require purchase before any kind of documentation can be seen by the 

user. In addition, the free version of Glue is unsupported.  

 

Metro is documented in detail. There are many tutorials and samples available.  The support 

team is a strong one. 

 

SpheonJSOAP has inadequate documentation. A User Guide document is the one available and 

it contains little information on the usage of the tool. 

 

XINS has a limited documentation in the form of a User Guide of 10 pages. 

4.2.3 Stability and Development Activity 

 

There are many evolving open source software, most of which started out as an experiment by 

either a single programmer or a group of programmers. The software may in the long run be 

abandoned or discontinued due to less or no development activity, community activity and or 

usage. Software projects are never referred to as being static since there is always a need to 

improve or add to the existing features (Wheeler, 2005).  A software product that is continually 

developed and that has stayed around for a longer period of time indicates good stability and 

has improved chances of survival. Even though, age cannot be said to be a sure bet of a 
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product’s survival. A software project always stabilizes with time through continued and 

constant development activity. 

Continued Activity has its interest in the maintenance and enhancement of the tool in the sense 

that the tools should be able to be migrated, up dated and re-written to conform to new 

standards or specifications that are ever-evolving. 

 

Axis2 started as Apache SOAP and moved on to Axis 1.x which was designed as a follow-on. It 

was then developed from the well-known Axis1.x series and is a complete rewrite of Axis1.x 

from the ground up. Axis2 uses a modular architecture that allows easily extensibility. 

 

CXF was extensively retooled from the X-fire and Celtix projects. Before the fusion, Xfire has 

been integrated with other open source projects and even closed source projects. The CXF 

project now belongs to the Apache Foundation. 

Glue was created by The Mind Electric.  GLUE as it was then named was the company's flagship 

product. It was released in two flavors: the free unsupported "Standard" version and the 

company supported but commercial licensed "Professional" edition. 

The product was later acquired by webMethods as part of the merger with The Mind Electric.
  

Glue was rebranded with the webMethods prefix to become webMethods Glue as a result of 

the merger. 

The web service stack named Metro was as a result of the bundling of two components/ 

projects which are the JAX-WS RI, the Reference implementation of the JAX-WS specification 
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and WSIT, a Java implementation of some of the WS-*. Metro interoperability with the .NET  

framework has been enhanced.  

 

SpheonJSOAP was released in December of 2001 and since then has remained unchanged with 

a promise of updates on the tool. 

XINS development has been up to date trying to meet up with all the other available SAOP 

engines. XINS 3.0 alpha 2 edition was released in March 26, 2011. 

 

4.2.4  Licensing Requirement 

 

The license under which a particular software is offered is one of its distinctive features 

(Chavan, 2005). It is, therefore, of essence that the license of the web services platforms under 

investigation are considered due to the fact that the code might be modified and be used for 

distribution. The Open Source Initiative (OSI) and The Free Software Foundation (FSF) made 

available a record of approved licenses. With this record of licenses, the considered project can 

be evaluated against the requirement needed from the platform. One license that is mostly 

used is the GNU General Public License (GNU GPL) (Weber, 2004).  

Since, according to Wheeler (2005), a software project that uses a well-known public license 

has the potential of having better resources. Thus, the software project is scrutinized for OSI 

approved. 

Axis uses the Apache license 2.0(Apache-2.0) and this license falls under the most popular and 

widely used of licenses with strong communities. 
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CXF is also licensed under Apache license 2.0(Apache-2.0). 

 

Glue is licensed as professional.  

 

Metro is licensed under the Common Development and Distribution License 1.0 (CDDL-1.0), 

and GNU General Public License version 2.0 (GPL-2.0). 

 

Spheon JSOAP is licensed under the BSD 2-Clause "Simplified" or "FreeBSD" License (BSD-2-

Clause). 

4.2.5 Impact of FOSS on the Investigation 

 

Free and Open Source Software (FOSS) presents a feasible choice for developing Web services 

although they are not as easy to use as commercial products. However, with free and open 

source tools, it is presumed that the tools are readily available with a fully functional enterprise 

solution that does not cost money. Furthermore, with open source, there is no worry of the 

effect of what happens to, or the decisions of software vendors. In this vein, Axis2, CXF, Metro, 

XINS and SPHEON JSOAP are all free and open source except for Glue which is a commercial 

product. 

4.2.5 Checklist and Summary of Selection Criteria 

 

There are various contending web service platforms such as Axis, CXF, Glue, Metro, XINS and 

JSOAP and others not included in this write up due to non relevance to the study, but based on 
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the criteria’s on each of the SOAP engines, these three were finally chosen for evaluation; Axi2, 

CXF and Metro. The summary is as indicated below: 

 

a) Community: Axis2, CXF and Metro communities are presumed to be active based on the 

observations on their respective websites and community forums. The topics number 

several thousands and the replies on most topics range from 4 to 46 replies. Meanwhile 

XINS and Spleon JSOAP present little community activity on their respective forums. 

b) Documentation Support: Documentation for Axis2, CXF and Metro are very detailed. 

Their respective documentations are rationally complete and they also have a number 

of manuals and tutorials from both users and developers. Sphleon JSOAP has only one 

Document in the form of a user manual which is not detailed. No documentation was 

found for Glue except for articles which are meant for the commercial edition with no 

support for the open source version. 

c) Stability and Development Activity 

d) Software License: Axis, CXF, Metro and Spleon JSOAP all have licenses that are 

approved from the OSI except for XINS which is licensed as a professional product. 

e) Free and open Source/ Current version:  Axis, CXF, Metro and Spleon JSOAP are all free 

and open source  in their current versions as of the time the research was conducted. 

Glue is presented as both open source and commercial, but with nothing pointing to 

support for the free and open source version. 

Table 4.1 depicts a breakdown of the selection. 
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Table 4.1: Tabular Presentation of How the Tools Compare 

 

Criteria Axis2 CXF Glue Metro Spheon 

JSOAp 

XINS 

Community √ √ X √ X X 

Document Support  

 

√ 

 

 

√ 

 

 

X 

 

 

√ 

 

 

X 

 

 

X 

Stability and  

Development Acitivity 

 

 

√ 

 

 

√ 

 

 

√ 

 

 

√ 

 

 

X 

 

 

X 

Licensing requirement  √ √ X √ √ √ 

Impact of FOSS on the  

Investigation 

 

 

 

 

√ 

 

 

 

√ 

 

 

 

X 

 

 

 

√ 

 

 

 

√ 

 

 

 

√ 

 

From Table 4.1, the selection of Axis2, CXF and metro for evaluation is depicted by the fact that 

they have all or most of the required features. 

4.3 Overview of Selected Web Services Stack under Investigation 
 

4.3.1 Axi2  

Axis2 (Deepal, 2008) is an open source project that is a core engine for Web services whose 

main design criteria is flexibility and extensibility. It is a total re-design and rewrite of the well 

known Apache Axis SOAP stack. The rebuilding of Apache Axis2 is claimed to enhance 

performance awareness and flexibility to support an assortment of Web Services standards as 

well as asynchronous web services. It also has support for REST.  The server platform of Axis2 

provides service monitoring functions and allows easy management of services and 
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deployment. Axis2 implementations are available both in Java and C. Axis2 has the potential of 

adding Web services interfaces to Web applications, and can also function as a stand-alone 

server application. 

4.3.2 CXF 

CXF (Naveen et al, 2009) is an open source services framework which is used in building and 

developing services with frontend programing APIs, like JAX-WS and JAX-RS and also provides 

an easy to use, standard-based programing model for developing web services. Apache CXF is 

the product of a combination of two projects, Celtix and XFire, hence the name CXF. Celtix was  

an open source Java-based Enterprise Service Bus (ESB) project and a product of ObjectWeb 

consortia that delivers open source middleware solutions. The project was sponsored by IONA. 

On the other hand, XFire, a Java-based SOAP framework, is an open source project from 

Codehaus. Both Celtix and XFire, while in their initial versions, had many things in common and 

therefore the developers of both projects decided to bring out the best of both worlds and, 

planned a better 2.0 version of Celtix and XFire. The communities of both these projects 

entered incubation at the Apache Software foundation to develop version 2.0. It took about 20 

months at the Apache incubator before CXF finally rolled out. CXF is now formally known as 

Apache CXF which concentrates on delivering an open source web service framework. The 

framework which had its first release as v 2.0 is now evolved as v2.2 at the time of this write-

ups, with bug fixes, and the addition of new features. 

Apache CXF builds on a highly-configurable architecture to support a range of transports, data 

bindings, and extension technologies.  
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4.3.3 Metro  

 

Sun/Oracle Metro (Sosnoski, 2009) is the open source stack based on the JAXB 2.x reference 

implementations and JAX-WS 2.x Java standards. Therefore, Metro is referred to as JAXWS 

Reference Implementation. The current code base supports JAX-WS 2.x Web Services Standards 

and JAX 2.x data binding but it also uses additional components to provide features beyond the 

basic support as defined by JAX-WS. Unlike the other toolkits, the only XML binding mechanism 

supported by Metro is JAXB, although others could be added. 

Metro is said not to provide the kind of flexibility exhibited by some other web services 

platforms like Axis2 and CXF it has remained a platform of choice due to its close ties with 

official standards developers and its .NET interoperability. 

 

The major issue with Metro is that it is not licensed under the Apache License, v2. Instead, it is 

distributed via a dual CDDL and GPL v2 license. The CDDL license (which is the only remotely 

compatible license to the Apache License, v2) is more stringent in the requirements it places on 

derivative or utilizing software. However, the requirements are not overwhelming and only 

relate to changes made to the original CDDL licensed codebase. The Metro toolkit provides 

convenient tooling in the form of Netbeans plugins. This allows for configuration of most 

security properties using a GUI and hence proves user friendly. 

4.4 Comparative Qualitative Evaluation 
 

To accomplish the purpose of this research, it necessary to understand some typical 

characteristics of the frameworks and evaluate them in the context of the features that in one 

way or the other affects the efficiency of the SOAP Engine. The Comparative Evaluation as has 
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been reported in the preceding chapters is conducted in two ways: the qualitative and 

quantitative. Comparative Evaluation is referred to as research in which an assessment and the 

findings of the evaluation process are set and obtained through a comparative framework 

(Vartiainen, 2002).  

 

In view of performing qualitative evaluation of the selected platforms, the word quality is 

extensively looked at to properly denote its meaning to the concept of this work. Therefore as 

was defined by Crosby (1996), it is a conformance to requirement and its measurement is 

defined in terms of measurement done against a set of defined requirements and determined 

by the level of conformance. In order to effectively report on this aspect of evaluation, the 

requirements of the Web service platform that this work is considering are: the software 

architecture, XML Parser and Processing Model, Programing Model and Deployment Model, 

Asynchrony Support, the standard support and REST Web services Support. 

4.4.1. Software Architecture 

 

Any given architecture is as a result of what that architecture ought to attain. This means that 

for the architecture to be successful, its evaluation should be based on the expected 

requirements to be met by the architecture. In the case of SOAP engines, its architecture is 

meant to deliver SOAP messages which form the basic unit of web service interaction. The 

delivery of a SOAP Message is defined by some components known as SOAP Nodes. The SOAP 

Nodes are the SOAP sender and the SOAP receiver. A SOAP Sender usually sends a SOAP 

message and SOAP Receiver receives it. This indicates that all Web service interaction is done 

via SOAP. 
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In web services interaction, the middleware component takes responsibility for the intricacies 

in SOAP messaging and the users stick with what they are used to for instance the programing 

language they are accustomed to.  

 The following are the identified requirements that SOAP engine architecture ought to have: 

1. Provision of a framework for processing SOAP messages. This framework should be built 

to be extensible to enable the users to extend the SOAP processing per service or per 

operation basis.  

2. The ability of deploying Web service with or without WSDL. 

3. Provision for a Client API for invoking Web services. This API should be able to support 

both the Synchronous and Asynchronous programing models. 

4. The ability of configuring a SOAP engine and its components through deployment. 

5. The ability of sending and receiving SOAP messages with different transports. 

A) Axis 2 

The Axis2 architecture principle is to maintain uniformity. The principles are as listed below:  

• The logic in Axis2 architecture is separated from the states. The code that does the 

processing is executed freely by parallel threads, since the code does not have a state 

inside Axis2.  

• The information model keeps all information, which then allows the system to be 

suspended and resumed. 
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Figure 4.1: Axis Architecture (Apache Axis2 Architecture Guide, 2011) 

The architecture of Axis2 is modular in nature and it is as illustrated in Figure 4.1. Axis2 

Framework is built up of core modules which are the Information Model, the XML Processing 

Model, the SOAP Processing Model, the Client model, the Client API and Transports. These 

modules put together form the core architecture of Axis2. There are also some other modules 

which are known as Non-core/other modules (Code Generation, Data Binding etc) and they are 

layered on top of the core modules. 

Axis2 allows invocation of Web services using Java representations, while the SOAP messaging 

for is handled behind the curtain. Before any massage is handed over to the core engine, the 

massage must be transformed into a SOAP message.   Since an incoming message can either be 

in the form of a SOAP message or a non-SOAP message (REST JSON or JMX). Afterwards the 

conversion to a SOAP message will take place at the transport level. 

Irrespective of these functionalities, Axis2 architecture is claimed to be built with performance 

especially on memory and speed as a key consideration. Axis2 Core Architecture is built on 
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WSDL, SOAP and WS-Addressing specifications. Some other specifications like JAX-RPC, SAAJ 

and WS-Policy are layered on top of the Core Architecture. 

B) CXF 

The overall CXF architecture is represented in Figure 4.3 and is primarily made up of the 

following components: 

1. Bus: The bus is considered the major component of the CXF architecture.  The endpoints 

are defined in a common context by the bus. This means that it wires all the runtime 

infrastructure components and provides a common application context. 

2. Messaging & Interceptors: Most functionality is built on this layer of the architecture in 

view of the fact that this layer provides the low level message and pipeline layer. 

3. Front ends: The programing model to create service is provided by frontends. This 

Frontend modeling as a CXF concept allows web services to be created using different 

frontend APIs. Web services can be created by using simple factory beans and JAX-WS 

implementation. In addition, the model allows creation of dynamic web service clients. The 

primary frontend supported by CXF is JAX-WS. 

4. Services: Services are hosted WSDL-like model known as service model. This service model 

does the description the service. 

5. Bindings: Bindings in CXF provides the functionality for interpretation of the protocols for 

example SOAP, REST and CORBA. 

6. Transports: Destinations and Conduits make up the transport abstraction that CXF uses to 

achieve transport  
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Figure 4.2: CXF Architecture (Apache CXF Software Architecture Guide) 

C) Metro 

Metro has a layered and pluggable architecture consisting of the application code layer, the 

annotated classes layer which can also be termed the Strongly typed layer and the Messaging 

Layer. This architecture claims to be portable. The upper layer uses annotations extensively 

which enables ease of use, good integration with tools and fewer generated classes.  The lower 

layer is API-based thereby more traditional. This lower layer is used for advanced scenarios and 

claims to be extensible. The extensibility enables the support for "pay as you go" model.  
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Figure 4.3: Metro Architecture (Arun Gupta, 2007) 

The Metro architecture is represented in Figure 4.3. The core of Metro implements the JAX-WS 

API and serves as the foundation where all the higher-level features plugs in. In Metro, the 

request and response processing is done by the use handlers. It does support a variety of WS 

technologies coupled with the handlers and these technologies are integrated into the Metro 

Engine itself rather than a separate component.  

4.4.2  XML Parser and Processing Model 

Handling of the SOAP Message is the one of the chief and intricate task of Web Service Engine. 

The efficiency of handling a SOAP message is the single most important factor that decides the 

performance. 

A) Axis2 

The XML parser as a core module of AXIS2 is called AXIOM or AXis Object Model. AXIOM was 

developed as part of Apache Axis2. However, it is a pure standalone XML Info-set model with its 

own features which can be used on its own without Axis2. AXIOM provides a simple API for 

SOAP and XML info-set. This has the functionality of hiding the complexities of efficient XML 
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processing within its implementation. AXIOM (AXIs Object Model) forms the basis of the XML 

representation for every SOAP-based message in Axis2. 

AXIOM is StAX-based and is object model complaint. In addition, it also has supports for on-

demand building of the object tree. The on-demand object tree building entails support for 

“pull through” model where tree building can be turned off and then access to the underlying 

pull event stream will then be direct. There is also support built in for XML Optimized Packaging 

(XOP) and MTOM. The combination of these supports brings on the carrying of binary data by 

XML in an efficient and transparent way. Therefore, it is presumed to be an easy to use API with 

high performant architecture.  

B) CXF 

CXF use Interceptors as the fundamental processing unit. InterceptorChain is created and 

invoked as soon as a service is invoked. Each interceptor gets a chance to either read or 

transform a message, process headers and validate the message. The CXF clients and servers 

uses interceptors. For instance, at the time, a CXF server is been invoked by the CXF client, the 

client will have the outgoing interceptor chain and the server will have the incoming interceptor 

chain. When the client receives the response sent back from the server, the server at this point 

will have the outgoing message chain and the client will have the incoming message chain. In 

addition, when error occurs, a separate outbound error handling chain will be created by the 

server and an inbound error handling chain will be created by the client.  
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C) Metro 

In Metro, handlers are used as part of the request and response processing. The library uses 

Streaming API for XML (StAX) for XML processing, thus providing a good performance in terms 

of security header processing than when DOM is used. 

4.4.3 Programing Model and Deployment Model 

The aspect of Web Service Engines compared in this section is in respect to programing style 

and ease of deployment for implementing and publishing web services which invariably means 

support for hot deployment. When services are deployed while, the system is up and running, 

the process is referred to as a hot deployment. In a real world environment, the availability of 

the system is important irrespective of whether or not services are being created. Business 

viability could be affected when system processing is slow, even for a moment. In which case, 

new service may be required to be added to the system. If this addition can achieved without 

shutting down the servers, it is considered a great achievement.  

A) Axis 

In the Axis2 deployment model, services are deployed, transports are configured, and SOAP 

processing model per system, service, or operation basis extended by the user. The Axis2 

deployment mechanism enables the bundling together of all files (class, library, resources, and 

configuration) an archive file, and dropping it in a specified location in the file system by the 

developer. 
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Hot deployment and hot update is one of the new features of Axis2 even though it is not a new 

technical concept for Web Services platforms. Therefore, Axis2 now come complete with the 

features of hot deployment. 

The issue of hot deployment is addressed in Axis2 by providing a Web Service hot deployment 

ability, in which the system need not be shut down when deploying a new web service. 

Therefore, it is achieved by dropping the needed web service archive into the directory for 

services in the repository. This would then lead to the automatic deployment and availability of 

the service by the deployment model.  

 

 

B) CXF 

CXF is said to have support for a variety of Frontend programing models. Due to this support, 

CXF implements the JAX-WS APIs. This JAX-WS support involves extensions to the standard 

enhancing ease of, automatically generating request and response bean classes code, and no 

requirement for WSDL for simple cases. 

There are "simple frontend" available in CXF that allows the creation of clients and endpoints 

without annotations. CXF have support for code first development starting from Java and 

contract first development with WSDL.  

CXF offers a flexible deployment model where services can be developed and unit tested in a 

standalone environment, and promoted for deployment in an application server environment. 

Web services developed with CXF can be deployed with light weight containers like Tomcat and 
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also J2EE-based containers such as Websphere, Weblogic, JBoss, Geronimo, and JOnAS. It can 

also be deployed in the two tier client/server environment. CXF provides integration with a 

Service Component Architecture (SCA) container like Tuscany. It also supports Java Business 

Integration (JBI) integration with a web service deployed as a service engine in JBI containers.  

C) Metro 

Web Services deployment is simple. Metro has support for two types of deployment models for 

publishing web services. They are JSR-109 deployment model and JAX-WS RI specific 

deployment model. In JSR-109 deployment model, the specification of a web service is done as 

a servlet class in web.xml while all other specification of additional configuration is in 

webservices.xml. The servlet framework is used to publish the web service in a JSR-109 

deployment supported container. In the case of configuring a web.xml with Java EE5, the use of 

annotation can be optional. This simplicity works more on JSR-109 supported Java EE 

Containers.  In JAX-WS RI deployment model, configuration of web service specification is done 

in sun-jaxws.xml and the RI servlet classed is specified in web.xml.  Therefore, it would be said 

that web service deployment on plain servlet container uses the JAX-WS RI deployment model. 

There is a need for minimal configuration of web.xml and sun-jaxws.xml before the deployment 

of JAX-WS web services on a Servlet Container. 

4.4.4 Web Service Standards Support 

 

WS-Standards support is used as a decisive factor for selection of a SOAP engine. This is so 

because using a web service Standard like Web Service Security Standard (WSS) as an example: 

services can receive massages that are secured with signatures described in the WSS. 
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A) Axis2  

Axis2 has support for a variety of WS standards which are as follows; JAX-WS - Java API for 

XML-Based Web Services (JAX-WS) 2.0, Web Services Metadata for the Java Platform, JAX-RS - 

The Java API for RESTful Web Services, SAAJ - SOAP with Attachments API for Java (SAAJ), Basic 

support: WS-I Basic Profile 1.1, Quality of Service: WS-Reliable Messaging, Metadata: WS-Policy, 

WSDL 1.1 - Web Service Definition Language, Communication Security: WS-Security, WS-

SecurityPolicy, WS-SecureConversation, WS-Trust (partial support), Messaging Support: WS-

Addressing, SOAP 1.1, SOAP 1.2, Message Transmission Optimization Mechanism (MTOM). 

B) CXF  

CXF has support for a range of web service specifications which includes WS-Addressing, WS-

Policy, WS-ReliableMessaging and WS-Security, WS-SecureConversation, WS-Security, WS-

SecurityPolicy, SOAP, WSDL and WS-Trust. CXF also implements the JAX-WS APIs which gives it 

the advantage of building web services with ease. The support for JAX-WS covers many other 

areas like the generation of WSDL to and from Java classes and the provision of  API which 

enables the creation of simple messaging receiving server endpoints and dispatching API which 

allows the sending raw XML messages to server endpoints 

C) Metro 

Metro supports these Web service Standards: JAX-WS 2.0/2.1/2.2, WS-I Basic Profile 1.2 and 

2.0, WS-I Attachments Profile 1.0, WS-I Simple SOAP Binding Profile 1.0, WS-Addressing 1.0 - 

Core, SOAP Binding, WSDL Binding. 
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4.4.5 Support for Multiple Data Binding 

A Web Service platform works in combination with a Data Binding framework. As has been 

described a data binding implements mapping of XML elements and Java objects between each 

other. Of all the functions of a data binding, the most vital is the provision of data conversion. 

There are other functionalities that can be achieved with data binding which are the provision 

of support sdl2java code generation and the production of XML schema. 

A) Axis  

Data binding in Axis2 is by design not included in the core of its architecture. Therefore, the 

code generation allows the plug in of different type of data binding frameworks. This plug in is 

made possible by an extension mechanism as created in the design. In this extension 

mechanism, firstly, the extension is called by the code generator engine and then executed by 

the core emitter. The data binding supported by Axis includes but is not limited to: Axis2 Data 

Binding, XML Beans, JIBX, JAXMe and JAX Bri. 

B) CXF 

CXF provides data binding components that transparently handle the mapping. Currently 

supported data bindings include JAXB 2.x (default), Aegis, Apache XMLBeans, and JiBX  

C) Metro 

Metro does data binding through JAXB 2.0 only. 
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4.4.6 Asynchrony support  

Asynchronous communications play an important role when it comes to Web services. 

Asynchronous or non-blocking Web Service invocation is a major requirement in Web Services. 

This nature of communication is common in enterprise platform integration connecting 

disparate systems.  

A) Axis 

Axis2 pioneers a convenient client API for invoking services. This client API is made up of two 

classes called Service Client and Operation Client. The Service Client API is used regularly when 

the requirement is for sending and receiving XML. On the contrary, the operation client is used 

in advanced cases when working with SOAP header or any other advanced task. With Service 

Client, either the SOAP body or the payload can be access. Although SOAP headers can be 

added, there is no way to retrieve the SOAP header by using the Service Client. Then, Operation 

Client will be used for the function. 

B) CXF  

CXF provides support for JMS transport for its services, and enables them to exchange 

messages asynchronously. JMS is a Java standard that provides a platform to develop 

applications that can communicate asynchronously with external systems. In JMS, the messages 

are exchanged using two popular communication models, Point-to-Point (P2P) and Publisher-

Subscriber (Pub-Sub).  
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In the P2P model the messages are exchanged through the concept of queues. Each message 

has only one consumer. P2P is used to process messages synchronously and asynchronously. In 

the Pub-Sub model, the messages are exchanged through the concept of topics. A consumer 

subscribes to a topic in order to receive the message. A message in this model can only be 

exchanged asynchronously. Queue and Topic are called as destinations. 

C) Metro 

With Metro, a client application can use the JAXWS which enables Asynchronous Mapping 

binding declaration so that web service import can generate asynchronous polling and callback 

operations along with the normal synchronous method when it compiles a WSDL file. 

Asynchronous invocations require special consideration. The first form is the one that invokes 

Asynchronous method also known as the polling method. The response returns to the user 

immediately and may be polled for completion. In the meantime, the client program can do 

other work. 

4.4.7 Support for Rest web services 

Web services have become a standard way to achieve interoperability between systems. There 

are two main approaches for developing web services; one is by using the Simple Object Access 

Protocol (SOAP) and the other is by using the Representational State Transfer (REST) 

architecture style. Services built using the REST architecture style which has been termed 

RESTful services transports a simple XML encapsulated data over HTTP just like a web page 

request to the web server. This simplifies the development of web services without imposing 

overheads caused by the SOAP-based development approach. RESTFul web services are 
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particularly useful when it is only necessary to transmit and receive simple XML messages. The 

REST architecture is represented as a resource and identified by a Uniform Resource Indicator 

(URI). From literatures, we understood that all three investigated platforms have good support 

for rest web services. 

4.5 Qualitative Comparative Framework 
 

The three platforms evaluated seem to compete well. The qualitative comparison performed on 

some of the features of the selected platforms is summarized as follows: 

 

Software Architecture: The Axis2 Architecture presents a modular, flexible and configurable 

architecture. Its modular nature allows additional functions in the form of modules for 

supporting different web services standards to be installed. CXF Presents a flexible and 

embeddable component based architecture. CXF is comprised of a backbone component which 

the bus. This bus component describes a common ground for all the endpoints by wiring 

runtime infrastructure components and providing a common application context. 

 

XML Parser and Processing Model: The XML processing model for Axi2, CXF and Metro are 

based on StAX API (Streaming API for XML). Axis2 uses its own customized StAX API known as 

AXIOM. 
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Table 4.2:  Qualitative Evaluation Framework 

 

Criteria Axis CXF Metro 
Software  

Architecture 

It has a modular architecture which 

is  flexible and configurable 

It is a component based architecture It has a layered 

architecture 
XML  

Parser and  

Processing  

Model 

XML processing model is based on 

AXIOM (Axis Object Model) and 

StAX parser 

StaX Parser Streaming API for XML 

(StAX) for XML processing 

Programing  

model and  

Deployment  

Model 

It has many features which one of 

prominent is the handling of objects 

as POJO which allow for easy 

development and publishing of 

Web Services 

It uses annotations as a easy way of 

applying behaviours to user-defined 

classes and methods that must be 

declared in some external source 

(such as an XML configuration file) 

or programatically (with API calls). 

Supports two deployment 

models to  publish web 

services, one using JSR109 

deployment model and the 

other JAX-WSRI specific 

deployment model.  

Web Services  

Standard  

Support 
WS-reliable messaging, WS-

Coordination, WS-Atomic 

Transaction, 

WS-Security,  WS-Addressing 

WS Addressing, 

WS Notification, 

WS Reliable Messaging,  

WS Policy, 

WS Security 

 

WS-Addressing, 

WS-I Basic Profile ,  

WS-I Simple SOAP Binding 

Profile  

WS-I Attachment Profile  

REST Support �  �  
�  

Asynchrony support �  �  �  

Support For Multiple  

Data Binding 

Supports Pluggable Data Binding. 

There is option to use, ADB,  

XMLbeans, JiBX, JaXMe and 

JAXBRI 

There is the option to use Aegis, the 

xFire data binding, but also 

XMLBeans, Castor, JiBX, JAXB 

Metro’s databinding 

through JAXB 2.0 

 

 

Programing Model and Deployment Model: Their programing models and Deployment models 

are unique to each of the platforms. It shows that what is lacking in a particular platform can be 

available in the other. 

 

Web Services Standard Support: All three platforms support an assortment of different Web 

Services Standard Support. 

 

REST Support: The three platforms have support for RESTful web services. 
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Asynchrony Support: the support for asynchrony is present in all three platforms since they are 

integrated with the JAX-WS 2.0. JAX-WS 2.0 main contribution to web services is to support 

asynchronous web services.  

 

Support for Multiple Data Binding: Axis2 and CXF have support for different data bindings but 

Metro only has support for one. 

4.6 Chapter Summary 

 

In this chapter, we have presented the selection criteria for inclusion and with the selected 

tools, we have performed a qualitative evaluation of the Web Service Engines selected and 

have used it to draw up a comparative evaluation framework. 

From the qualitative point of view, one would say that none of the Web Services framework is 

superior to the other, even though one can be better in some aspect than the other. The Axi2 

structure is modular with many features and can be used as a standalone application server for 

Web services. One of its special features is the support of removable data binding frameworks. 

Its disadvantages come in its complexity and insufficient JAXWS support.  CXF and Metro comes 

complete with JAXWS support which allow for seamless integration with spring framework. CXF 

is portable and easy to use. If there is a need for a SOAP engine to be embedded into existing 

software then the choice would be CXF.  

The Metro Web Services stack is said to deliver secure, reliable, transactional interoperability 

between Java EE and .Net 3.0 in building, deploying and maintaining Composite Applications for 

Service Oriented Architecture. Metro ease-of-development features enables support for W3C 
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and WS-I standards such as SOAP and WSDL, asynchronous client and server, and its 

databinding through JAXB 2.0. 
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CHAPTER FIVE 

QUANTITATIVE COMPARATIVE STUDY: PERFORMANCE 
ANALYSIS OF SELECTED SOAP ENGINES 

5.1 Introduction 

In recent times, there are a range of web services toolkits available, which are primarily for the 

development of SOAP web services which are built to be simple and flexible but with no 

consideration for performance. Web Services is more or less like remote computing, therefore, 

the performance of Web Services and their underlying development platforms are affected by 

factors like latency and network bottlenecks, most of which are caused by the xml or SOAP 

transmission and processing.  XML is naturally in the form of messages; therefore, the 

likelihood of XML being the main contributing factor to extended response time is high. SOAP 

on the other hand is the accepted structure for XML processing and this processing is done by 

the SOAP engine. XML is human-readable and wordy, text-encoded, metadata-encoded as well 

as maintainable, but low in terms of performance. Due to these performance issues, this work 

did a selection of a few SOAP engines, critically compared their features using a designed 

comparative framework in order to identify critical characteristics that might be beneficial to 

the need of satisfying the deployment of a flexible e-commerce on demand web service. 

 

As mentioned in section 4.2.5, three platforms were included on the basis of meeting specified 

criteria for inclusion. Therefore, this chapter discusses the results obtained based on the 

performance evaluation on the three selected platforms. The test results obtained are analyzed 

theoretically which helps in summarizing the resulting data obtained as results in a meaningful 

way in order to draw conclusions from the data’s subsequent analysis. 
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For quantitative evaluation, the testing environment was set up to determine performance of 

the selected platforms based on the time they were each used for processing XML. The 

Integrated Development Environment used was described to explain some phenomenal 

characteristics required for Web Services Development.  

 

Section 5.2 highlights the choice of testing tool and development environment. The test 

environmental set up was explained in Section 5.3. Section 5.4 describes experimental design 

used for the performance evaluation of the three SOAP engines discussed in Section 3.2. The 

experimental results were then described in sections 5.5, 5.6, 5.7 and 5.8. Then Section 5.9 

discusses the experimental results.  The chapter was then summarized in section 5.10. 

5.2 Choice of Testing Tool and Development Environment 

The selection of SOAPUI as a testing tool was due to some of its features (SOAPUI, online 

article) which includes, but not limited to: 

I. Integrality with different Integrated Development Environments (IDEs) and other tools. 

This makes it a necessary part of a development process. There are plugins available for 

most of the IDE like Eclipse, IntelliJ IDEA, Maven, NetBeans, and JBoss. 

II. Support for multiple protocols such as SOAP, REST, HTTP, and other web services 

standards 

III. It is open source and has got an open source community and partners around it. This 

has increased the pace of its advancement. 
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IV. The graphical interface is easy to use. This makes it easier to work with SOAP and REST-

based Web services.  The design allows testing experience to both technical and non-

technical users to be simple and inclusive.  

V. It allows for customization and development of features as soapUI Plugins. This is due to 

its design which modular and Extension API which enables extensible test framework. 

Favorite features can be developed with ease through the use of Plugins. 

In the case of choosing a development environment that was used in creating Web Services, 

the available options were Netbeans, Eclipse and IntelliJ. IntelliJ was not used because it was a 

commercial tool. This then limits the choice to either Netbeans or Eclipse, which are both open 

source. Netbeans was then chosen as a matter of personal preference due to the fact that both 

Netbeans and the other counterpart Eclipse were reviewed for specific functionalities 

overviewd below. 

The following functionalities were reviewed ; 

I. Support for the selected Web Service Engines 

II. Support for standards like  J2EE 1.4 and Java EE 5, Java EE 6, including the JAX-WS 2.2, 

JAX-RS 1.1, JAX-RPC (JSR-101)* and JAXB 2.2 web service standards.  

III. Ability to create and deploy a SOAP engine service from either a Java class or a WSDL 

document.  

IV. Ability to work with databases- If there is a need to access the database to enable 

change 
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V. Support for the creation and development of web services from Java classes or WSDL 

files through the use of the Web Services wizards and Visual Designer.   

VI. Enablement for SOAPUI plugin. This plugin enables the creation of web service testing 

projects which include test cases and allow SOAP monitoring. 

5.3 Test Environment 
 

This section describes the test environment that was used for the performance measurements. 

The testing tool used is SOAPUI, which is an open source functional testing tool for SOA and 

Web Service testing. The test system consisted of an integration of the testing tool, SOAPUI 

with the development environment, Netbeans. This integration consisted of WSDL files 

operations with the SOAP calls bindings and the reading of trace data from local files with a 

driver. Each of the selected SOAP engine is made to implement the operations defined in the 

WSDL document for evaluation. The test setup was running on windows XP Professional as the 

host operating system. The tests were carried out on a Desktop workstation with 2.79GHz 

Pentium 4 processor, 400MHz front-size bus and 1.24 GB of RAM. The Java code was run on 

Tomcat. The Web service stack versions were Metro with JAXWS as the data binding 

framework, Axis2 with its native data binding, which is known as Axis Data Binding (ADB) and 

CXF also using JAXWS as data binding framework. 

To obtain optimum results, we assumed that there is no overhead cost and network latency. 
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5.4 Quantitative Evaluation 
 

In the web service scenario, the consumer and service provider communicate with each other 

through the exchange of messages. The messages are marshalled at the client end and 

unmarshalled at the server end. In web service terminology, marshalling is the process of 

converting Java objects to XML files, which are to be sent over a network. Unmarshalling refers 

to converting an XML file back to a Java object. These marshalling and unmarshalling takes 

place when a web service invocation is initiated.  

Marshalling, even though considered synonymous with serialization in some aspects, they are 

not the same. When an object is marshaled, a record of the state and codebases is made in that 

when the marshaled object will be unmarshalled, the original copy can be acquired by the class 

definition of the object through automatic loading. Therefore, any object that can be serialized 

can also be marshaled. Serialization process involves the breaking down of object to a form that 

can be sent across the network. Before an object is sent across the network, it must be 

serialized.  After serialization comes Marshalling of the  encrypted object across the network. 

Therefore, in this research work, the performance metrics are as follows: 

Marshalling Time is the time it takes to generate an XML representation for the object in 

memory as the request is made. 

Unmarshalling Time as the reverse of marshalling is the time it takes to build an object in 

memory from an XML representation. 



78 

 

Round Trip Time is the time it takes to send a message or request from the client to the server 

and receive a response message back from the server to the client. 

 

This research work takes the approach of measuring the time required to execute a particular 

sequence of requests when both the client and server are running on a single machine which 

give room to eliminate the effect of network latencies and overhead from timing results. Each 

test was performed in a standard procedure to enable quantitative measures of the outcome 

and to achieve a fair basis for a comparative evaluation.  The overall set up on the server side 

consists of a web server, a SOAP engine (web services engine), and the web service 

implementation. 

In performing these tests that require the given metrics, a simple ecommerce application was 

designed and deployed using each of the Web service engine. This ecommerce application is 

made up of a web service that took a range of object as parameter and returns the same to the 

client. 

The schema used is representing a collection of four products with different price tags in the 

form of a quotation service. The quotation service uses a created database of prices of four 

different products. 

The designed procedure measures the performance of each case with different product value 

ranging from one to up-to one million products in quantity.  
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In this work, the performance evaluation uses a set of request sequence. Firstly, the query 

parameter is adjusted and used to match the information on the database. Then, the invocation 

of the web service is done by a single client which enables the time taken to unmarshal, 

marshal and complete a roundtrip to be determined. 

 

The load test stimulated invocation of web service for a period of one minute with a number of 

users simultaneously and repeatedly. The results are recorded to generate reports and study 

for Transaction per second and speed of each web service engine. 

 

When the consumer makes a request on the remote service, the data is first marshalled and 

placed over the network to be sent to the server. The server receives this marshalled data, 

unmarshalls it, and invokes the service method. The process is repeated in the same manner 

when the server sends back the response to the client. Marshalling and unmarshalling are the 

core services that are provided by client and server at runtime. The processes of marshalling 

and unmarshalling form part of bottlenecks that can affect the efficiency of a Web service 

engine. As a result, using the data collected during testing, average values were calculated and 

graphs were plotted to represent marshalling, unmarshalling and round trip as it corresponds 

to the tools under investigation. 

 

Using the results of the performance metrics during the first phase of performance testing, 

average values for marshalling, unmarshalling and round trip times were calculated based on 

the results of the test performed.  
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5.5 Experimental Results and Analysis    
 

This section describes in detail all experiments and analysis. It also discusses the results that 

were obtained. The purpose of this analysis is to understand the impact of the cost of 

processing XML. As discussed in Section 3, the experiments will also establish baseline metrics 

for future work on tradeoffs in complex environments as this in particular is made to be as 

simple as possible without giving anything ambiguous. 

5.5.1 Experiment I:   Response Time Performance 

 

An experiment was conducted to determine the effect of varying the quantity of products 

requested on the response time. This experiment was set up as follows: requests were made 

for Product A with varied product quantity, two different products (Product A and B) requests 

were made with varied product quantity, and in the same vein, three different products, A, B 

and C requests were made, respectively. 
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Product A 

 

Figure 5.1: Time(ms) vs Quantity of Product Request for Product A on Axis2 

 

 

 

Figure 5.2: Time(ms) vs Quantity of Product Request for Product A on CXF 
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Figure 5.3: Time(ms) vs Quantity  of Product Request for Product A on Metro  

 

 

Figure 5.4: Time(ms) vs Quantity  of Product Request for Product A and B  
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Figure 5.5: Time(ms) vs Quantity of Product Request for Product A, B and C 

 

It was envisaged that the increase in the quantity of product request on SOAP engine would 

affect or even delay the response time, but the experiment gave a different results. It was 

observed that the increase in the quantity of Product Request does not in any way affect the 

response time. From the above given graphs, using Figure 5.1, 5.2 and 5.3 for instance, an 

increase in the quantity of product requests from 700,000 to 1,000,000 maintained almost a 

steady response time of 42, 43,41 and 46 for Axis, 34, 38, 39, and 37 for CXF and 38, 35, 34, and 

29 for Metro.  
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varying of product request with regards to Product A, Products A and B, Products A, B and C and 

Products A, B, C and D will be used.  

5.5.2 Experiment II: Marshalling Performance  

 

The aim of this experiment is to measure the total time elapsed between the business logic 

completing execution and the SOAP engine servlet sending the reply message. This experiment 

in turns refers to using marshalling as a parameter for measuring performance of Web Service 

engine. In essence, the aim of the experiment was to ascertain the time it actually takes to 

complete the process of converting the Java objects to XML as a web service request is made 

since both the request and response of a call are to be converted into a form suitable for 

transmitting over a network. 

Since XML parsing, de-serialization and serialization are the three most time-consuming stages 

in the process of handling SOAP messages, they also determine the Web Services performance 

to a large degree, especially when effective load is increasing. Finding out the effects of XML 

parsing, serialization and de-serialization are three key factors that would help in improving the 

performance of Web Services. 

 

Building on the results of the experiments, Figure 5.1 illustrates the performance measures of 

each web service engine. 
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Figure 5.6: Time(ms) vs No of Product Request (Marshalling) 

Figure 5.6 shows the marshalling performance. It is interesting to note from the above given 

graph that Metro fared two to three times faster and better than both Axis and CXF. Axis and 

CXF match marshalling performance closely among themselves for the time taken to complete 

marshalling, when one product and two products were requested. Consequently, for the time 

taken when three different products were requested, CXF fared better than Axis. 

Therefore, Metro offers the best marshalling performance while Axis and CXF fared almost the 

same. This could be due to its usage of JAXB2.x as data binding framework. JAXB binding 

provides a way to convert from Java technology objects to XML and from XML to Java 

technology objects.  
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5.5.3: Experiment III: Unmarshalling performance  

 

The purpose of using unmarshalling time as a parameter is same as the reason for using 

marshalling as a parameter since they both form part of the web service bottleneck. In web 

services performance evaluation, the XML parser speed when reading a SOAP message has 

been identified as a slowdown to performance. Size optimization is not supported in XML 

because of its verbose nature. SOAP on its own is XML based, therefore has most limitations 

associated with XML. When parsing SOAP message, which includes all typing information, 

multiple parsing passes may be required by the XML parser to extract the SOAP envelope and 

body from the SOAP packet. 

 

 

Figure 5.7: Time(ms) vs. No of Product Request (Unmarshalling) 
 

 

Figure 5.7 depicts the unmarshalling performance of the three tested web services platforms.  
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The figure indicates that Metro outperforms CXF and Axis in all product requests while CXF 

follows suit by outperforming Axis also in all request. The difference in Axis and CXF when one 

product was requested is minimal.  

5.5.4: Experiment IV: Round Trip Performance 

 

The purpose of the measurement of the time taken from the invocation of service by the client 

and the receiving of the final object by the client is to indicate its measure of both processing 

time and transmission time. 

In the context of this research work, testing various SOAP engines simultaneously is important 

to enable their comparison and the selection of the best fit based on the performance needs of 

targeted applications, thereby, the evaluation of the round-trip time provided by these Web 

service platforms. Even though the metric might be perceived as simple, it provides a relevant 

view for comparing the performance that can be provided by each platform.  
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Figure 5.8: Time(ms) vs. No of Product Request (Round Trip) 

In Figure 5.8, the chart above clearly shows that metro is the most efficient of the three as it 

provides the best round trip latency result. Axis and CXF provide the almost the same round-

trip timing results. This could be because these three platforms have been developed, 

optimized, and used in different cases.  

5.5.5: Experiment V: Load Testing Performance 

 

Load testing is an integral part of any efficient testing scheme, therefore, in this research we 

consider it necessary to involve number of transactions a particular platform can carry in a 

space of 60 seconds.  
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The Transaction per second (TPS) timing can be described as the web service ability to serve 

clients under varying levels of load. In this experiment TPS is tested to ascertain the number of 

transactions that can be achieved in a given time space. 

Graph of Transaction per Second 

 

Figure 5.9: Transaction Per Second  

The graph in Figure 5.9 shows the performance of Metro, CXF and Axis based on Load testing 

them for a period of 60 seconds. The x-axis represents the respective SOAP Engines, and the y-

axis represents the number of transactions. In this scenario, a transaction is seen as the sending 

and receiving of an array of items. 
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5.5.6 Discussion of Result 

 

Web services performance is relative to the amount of payload sent. The relationship is based 

on the increase in the payload sent resulting in the increase in both the serialization and 

deserialization processing resource, and also the processing for binding and parsing. The 

performance of web service platforms is generally considered to be affected by this 

relationship. The amount of payload was not put into much consideration in this research work. 

 

Since the choice of XML parser has an effect on unmarshaling, and also affect web service 

performance, and in this case the three SOAP engines under investigation are all using the pull 

parser model that has been optimized for speed and performance; and also allows for 

validation to be easily built into the generated marshalling code thus the implication of level of 

speed on unmarshalling performance due to the parsing model is eliminated. Therefore, other 

factors could then cause either one to be better than the other. One attribute could be the 

data-binding framework used for their respective xml binding. In the case of axis 2 which uses 

its built-in/native data binding known as AXIOM which is developed specifically for axis2.  

AXIs Object Model (AXIOM) which is StAX based object model is made to enhance performance 

for both CPU and Memory intensive applications. Although Axis2 with its AXIOM are meant to 

be memory-efficient by deferring creation of XML tree when not required.  

Even with all the good qualities and the efficiency of AXIOM, the experimental results show that 

it does a good work, but not as much as the XML parser used in both of CXF and Metro. Metro 

and CXF timing results in most of the evaluations conducted are comparable. This could be due 
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to their use of JAXB 2.0 as the data binding framework. Metro, on the other hand, was the best 

performer of the entire three evaluated web service platforms. This could be due to its 

enhanced features which are based on the close ties with specifications developers. 

5.6 Chapter Summary 

This work which looked at performance of three Web service Engines is meant to help in 

recommending a particular platform for GUISET services development. The use of performance 

as a decisive factor is because performance of any given software based system is one of the 

primary attribute that can help in shaping the architecture and subsequently the efficiency of 

the system. In view of the fact that Web services is the widely preferred architecture for 

implementing client-server systems.  

Based on test timings reported in this chapter, Metro is faster in basic request response 

processing than either Axis2 or CXF. The recommendation for GUISET service development will 

be emphasized in the next chapter (Chapter 6). 
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CHAPTER SIX 

SUMMARY, CONCLUSION AND RECOMMENDATION 

6.1 Summary 

Due to the emergence of web services and the popularity it has achieved, it has become an 

important technology for communications between disparate applications in both different 

enterprises and within a single enterprise. The performance of core SOAP engines has, 

therefore, become crucial and has been taken into consideration in this work.  Performance as 

an attribute is often under tension and this tension is amplified in systems that use XML- based 

web services. 

 

This research report started with the presentation of a gap that needs to be filled as regards 

exploring Web service platform that could be used in developing and deploying GUISET 

services. The main purpose of this work was to evaluate a few leading open source platforms 

for web service development and recommend one for GUISET. This evaluation was to be 

achieved by reviewing existing SOAP engines and selecting three for the evaluation. The 

primary basis for the decision between the three different web service platforms investigated is 

based on individual characteristics in such areas as the underlying architecture, programing and 

deployment model, messaging model and other features like  asynchrony support, web services 

standard support, response time, and resource usage. For the purposes of the experiments 

performed during the course of this research work, three different SOAP engines were chosen 

for investigation after an implementation of the criteria for inclusion. 
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This chapter summarizes and concludes the work done in this research. The remainder of the 

chapter is arranged as follows. Section 6.2 presents the conclusions drawn from this research. 

The recommendations achieved in this research work were presented in section 6.3 and section 

6.4 then presents the future work. 

6.2 Conclusions  
 

In conclusion, comparative evaluations of three commonly used and available web service 

platforms (Axis2, CXF and Metro) have been presented both in their features and through 

experimentations.  

 

Qualitatively, some specific features of the SOAP engines were compared and conclusion 

drawn. One would say that no particular Web Services framework is in general superior to the 

others, even though one can be better in some aspect than the other. Axis2 has many good 

features; its architecture structure is modular, it can be used as an application server for Web 

services if need be. Its support of removable data binding frameworks is a merit on the 

platform. Its demerits come in lack of support for JAXWS support. CXF and Metro comes 

complete with JAXWS support which allow for seamless integration with spring framework. 

Metro Web Services stack is interoperable, secure, consistent and transactional. Metro builds, 

deploys, and maintains Composite Applications for Service Oriented Architecture. Metro has 

unequivocally support for W3C and WS-I standards such as SOAP and WSDL, asynchronous 

client and server, and its data binding through JAXB 2.0. CXF is said to be easy to use, 

convenient and has support for JAXWS. 
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There are also some underlying components that all three SOAP engines share within their 

different underlying components. CXF web services stacks builds on virtually the same 

technologies as Axis2 and Metro in some aspects. As has been mentioned in the previous 

chapters, CXF primarily uses JAX-WS 2.x web service configuration and JAXB 2.x data binding 

just like metro and like Axis2, it uses the WSS4J WS- Security.  

The quantitative performance attributes a high performance rate to Metro than any other of 

the three Web Services platforms evaluated which is then followed closely by CXF and then 

Axis.  

6.3 Recommendations 
 

As mentioned in the preceding section, Metro performed better than CXF and Axis during 

experimental evaluation, therefore, this research work makes a recommendation that Metro is 

a better choice to Developing and deploying GUISET services due to its performance.  In 

addition, when coding against standards is required, then Metro is also a good option, because 

it offers the most comprehensive support for the WS-* standards. The Key merit of Metro is the 

compatibility it has with Microsofts Windows Communication Foundation. 

 

CXF would be recommended as a tool of choice for GUISET, when and if GUISET requires the 

SOAP engine to be embedded into an existing software and also, if it requires a seamless 

integration with Spring framework.  
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6.4 Limitations and Future Work 

For the evaluation done in this research work, the performance metrics considered are only the 

marshalling, unmarshalling and round trip timing which all inculcates serialization. There are 

also different metrics which can be involved in the stages of sending and receiving SOAP 

messages that can be parametized and even optimized.  

There is a possibility of an effect on performance due to the data binding framework used. Each 

of the frameworks evaluated comes with a native data binding framework. Therefore as a 

recommendation for the future, this research can be extended further by testing these Web 

Services stacks with different flavors of pluggable data bindings and also the stages of sending 

and receiving SOAP messages can be optimized.  
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APPENDIX 

Appendix 1: Community Forums Screenshots  
a) AXIS2 
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b) CXF 
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c) METRO 
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d) Spheon JSOAP 
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Appendix 2: Web Service Test Implementation 
 

package org.uz.earth.ijmba.stockapp; 

 

import javax.xml.bind.annotation.XmlElement; 

 

/** 

 * 

 * @author ijmba 

 */ 

public class OrderItem { 

 

    private String productId = ""; 

    private int quantity = 1; 

 

    public OrderItem() { 

    } 

 

    public OrderItem(String productId, int quantity) { 

        this.productId = productId; 

        this.quantity = quantity; 

    } 

 

    /** 

     * @return the product 

     */ 

    @XmlElement(name = "Product_Id", nillable = false, required = true, type 

= String.class) 

    public String getProductId() { 

        return productId; 

    } 

 

    /** 

     * @param product the product to set 

     */ 

    public void setProductId(String productId) { 

        this.productId = productId; 

    } 

 

    /** 

     * @return the quantity 

     */ 

    @XmlElement(name = "Quantity", nillable = false, required = true, type = 

Integer.class) 

    public int getQuantity() { 

        return quantity; 

    } 

 

    /** 

     * @param quantity the quantity to set 

     */ 

    public void setQuantity(int quantity) { 

        this.quantity = quantity; 

    } 

} 
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package org.uz.earth.ijmba.stockapp; 

 

import javax.xml.bind.annotation.XmlElement; 

 

/** 

 * 

 * @author ijmba 

 */ 

public class Invoice { 

 

    private double totalPrice; 

 

    public Invoice() { 

    } 

 

    public Invoice(double totalPrice) { 

        this.totalPrice = totalPrice; 

    } 

 

    /** 

     * @return the totalPrice 

     */ 

    @XmlElement(name = "Total_Price", nillable = false, required = true, type 

= Double.class) 

    public double getTotalPrice() { 

        return totalPrice; 

    } 

 

    /** 

     * @param totalPrice the totalPrice to set 

     */ 

    public void setTotalPrice(double totalPrice) { 

        this.totalPrice = totalPrice; 

    } 

} 
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package org.uz.earth.ijmba.stockapp.axis; 

 

import java.text.MessageFormat; 

import java.util.HashMap; 

import java.util.logging.Level; 

import java.util.logging.Logger; 

import javax.jws.WebService; 

import javax.servlet.http.HttpServletRequest; 

import org.apache.axis2.transport.http.HTTPConstants; 

import org.uz.earth.ijmba.stockapp.Invoice; 

import org.uz.earth.ijmba.stockapp.OrderItem; 

import org.uz.earth.ijmba.stockapp.StockOrder; 

 

/** 

 * 

 * @author ijmba 

 */ 

@WebService(endpointInterface = "org.uz.earth.ijmba.stockapp.StockOrder") 

public class StockOrderImpl implements StockOrder { 

 

    private final static HashMap<String, Double> stockTable = new 

HashMap<String, Double>(); 

    private final static Logger logger = 

Logger.getLogger(StockOrderImpl.class.getName()); 

 

    static { 

        stockTable.put("prod1", 20.00); 

        stockTable.put("prod2", 10.00); 

        stockTable.put("prod3", 40.00); 

        stockTable.put("prod4", 5.00); 

    } 

 

    @Override 

    public Invoice orderStock(OrderItem[] orderItems) { 

        long startOperation = System.nanoTime(); 

        HttpServletRequest request = findRequest(); 

        if (request != null) { 

            logger.log(Level.INFO, MessageFormat.format("Processing Operation 

({0})...", "orderStock")); 

        } 

 

        double subTotal = performStockOrder(orderItems); 

        Invoice invoice = new Invoice(subTotal); 

        logger.log(Level.INFO, MessageFormat.format("Operation ({0}) Ended", 

"orderStock")); 

 

        if (request != null) { 

            long startRequest = (Long) request.getAttribute("startRequest"); 

            long endOperation = System.nanoTime(); 

            request.setAttribute("endOperation", endOperation); 

            logger.log(Level.INFO, MessageFormat.format("UNMARSHAL_TIME: 

{0}ns", (startOperation - startRequest))); 

        } 

        return invoice; 

    } 
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    private double performStockOrder(OrderItem[] orderItems) { 

       

 

 

 

  double subTotal = 0d, price = 0d; 

        for (OrderItem orderItem : orderItems) { 

            price = stockTable.get(orderItem.getProductId()) == null ? 0d : 

stockTable.get(orderItem.getProductId()); 

            subTotal += price * orderItem.getQuantity(); 

        } 

        return subTotal; 

    } 

 

    private HttpServletRequest findRequest() { 

        org.apache.axis2.context.MessageContext context = 

org.apache.axis2.context.MessageContext.getCurrentMessageContext(); 

        return context == null ? null : (HttpServletRequest) 

context.getProperty(HTTPConstants.MC_HTTP_SERVLETREQUEST); 

    } 

} 

 

package org.uz.earth.ijmba.stockapp.axis; 

 

import java.text.MessageFormat; 

import java.util.HashMap; 

import java.util.logging.Level; 

import java.util.logging.Logger; 

import javax.jws.WebService; 

import javax.servlet.http.HttpServletRequest; 

import org.apache.axis2.transport.http.HTTPConstants; 

import org.uz.earth.ijmba.stockapp.Invoice; 

import org.uz.earth.ijmba.stockapp.OrderItem; 

import org.uz.earth.ijmba.stockapp.StockOrder; 

 

/** 

 * 

 * @author ijmba 

 */ 

@WebService(endpointInterface = "org.uz.earth.ijmba.stockapp.StockOrder") 

public class StockOrderImpl implements StockOrder { 

 

    private final static HashMap<String, Double> stockTable = new 

HashMap<String, Double>(); 

    private final static Logger logger = 

Logger.getLogger(StockOrderImpl.class.getName()); 

 

    static { 

        stockTable.put("prod1", 20.00); 

        stockTable.put("prod2", 10.00); 

        stockTable.put("prod3", 40.00); 

        stockTable.put("prod4", 5.00); 

    } 

 

    @Override 

    public Invoice orderStock(OrderItem[] orderItems) { 
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        long startOperation = System.nanoTime(); 

        HttpServletRequest request = findRequest(); 

        if (request != null) { 

            logger.log(Level.INFO, MessageFormat.format("Processing Operation 

({0})...", "orderStock")); 

        } 

 

        double subTotal = performStockOrder(orderItems); 

        Invoice invoice = new Invoice(subTotal); 

        logger.log(Level.INFO, MessageFormat.format("Operation ({0}) Ended", 

"orderStock")); 

 

        if (request != null) { 

            long startRequest = (Long) request.getAttribute("startRequest"); 

            long endOperation = System.nanoTime(); 

            request.setAttribute("endOperation", endOperation); 

            logger.log(Level.INFO, MessageFormat.format("UNMARSHAL_TIME: 

{0}ns", (startOperation - startRequest))); 

        } 

        return invoice; 

    } 

 

    private double performStockOrder(OrderItem[] orderItems) { 

        double subTotal = 0d, price = 0d; 

        for (OrderItem orderItem : orderItems) { 

            price = stockTable.get(orderItem.getProductId()) == null ? 0d : 

stockTable.get(orderItem.getProductId()); 

            subTotal += price * orderItem.getQuantity(); 

        } 

        return subTotal; 

    } 

 

    private HttpServletRequest findRequest() { 

        org.apache.axis2.context.MessageContext context = 

org.apache.axis2.context.MessageContext.getCurrentMessageContext(); 

        return context == null ? null : (HttpServletRequest) 

context.getProperty(HTTPConstants.MC_HTTP_SERVLETREQUEST); 

    } 

} 

 

 

 


